**Altair BASIC 3.2 (4K) - Annotated Disassembly**

Here is a complete annotated disassembly of Altair BASIC 3.2 (4K). I have faithfully followed the program order, and the code naturally divides into three sections - the Interpreter, the Maths Package, and Initialisation.

Each of these sections is more-or-less logically subdivided into a number of subsections.

**1. The Interpreter**

[**Interpreter (Explanation)**](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/int_ex.htm) - Explanations and overviews of most of the internal logic used in BASIC. It describes the memory layout, key concepts, structures and variables, and you shouldn't look at a line of code until you've read through this.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Section** | **Base** | **Size** | **Key Functions** |
| 1.1 | [Restarts](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/int_dis_1.htm) | 0000 | 61 | Start, SyntaxCheck, NextChar, OutChar, CompareHLDE, FTestSign, PushNextWord |
| 1.2 | [Keyword Tables](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/int_dis_2.htm) | 003D | 189 | [no code in this section] |
| 1.3 | [Error Codes & Globals](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/int_dis_3.htm) | 00FA | 152 | [no code in this section] |
| 1.4 | [Utility Functions](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/int_dis_4.htm) | 0192 | 101 | GetFlowPtr, CopyMemoryUp, CheckEnoughVarSpace, CheckEnoughMem, OutOfMemory, SyntaxError, DivideByZero, Error |
| 1.5 | [The BASIC Prompt & Program Storage](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/int_dis_5.htm) | 01F7 | 375 | Stop, Main, StoreProgramLine, FindProgramLine, New, Run, ResetAll, InputLineWith'?', Tokenize, InputLine |
| 1.6 | [Terminal I/O](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/int_dis_6.htm) | 036E | 32 | OutChar\_tail, InputChar |
| 1.7 | [LIST Handler](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/int_dis_7.htm) | 038E | 71 | List |
| 1.8 | [FOR Handler](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/int_dis_8.htm) | 03D5 | 76 | For |
| 1.9 | [Execution](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/int_dis_9.htm) | 0421 | 61 | ExecNext, Exec |
| 1.10 | [More Utility Functions](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/int_dis_10.htm) | 045E | 63 | NextChar\_tail, Restore, TestBreakKey, CharIsAlpha, GetSubscript |
| 1.11 | [Goto, Gosub, and Return](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/int_dis_11.htm) | 049D | 101 | LineNumberFromStr, Gosub, Goto, Return, FindNextStatement |
| 1.12 | [Assigning Variables](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/int_dis_12.htm) | 0502 | 20 | Let, AssignVar |
| 1.13 | [IF Handler](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/int_dis_13.htm) | 0516 | 63 | If |
| 1.14 | [Printing](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/int_dis_14.htm) | 0555 | 143 | Print, NewLine, PrintString, ToNextTabBreak, Tab |
| 1.15 | [INPUT & READ Handlers](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/int_dis_15.htm) | 05E4 | 101 | Input, Read |
| 1.16 | [NEXT Handler](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/int_dis_16.htm) | 0649 | 65 | Next |
| 1.17 | [Expression Evaluation](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/int_dis_17.htm) | 068A | 135 | EvalExpression, EvalTerm |
| 1.18 | [Variable Management](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/int_dis_18.htm) | 0711 | 232 | Dim, GetVar, GetArrayVar |

Total size: 2041 bytes

**2. The Math Package**

[**Math package (explained)**](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/math_ex.htm) - All the concepts needed to understand the math package.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Section** | **Base** | **Size** | **Key Functions** |
| 2.1 | [Utility Functions](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/math_dis_1.htm) | 07F9 | 17 | FWordToFloat, FAddOneHalf |
| 2.2 | [Addition & Subtraction](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/math_dis_2.htm) | 080A | 81 | FSub, FAdd |
| 2.3 | [Mantissa Magic](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/math_dis_3.htm) | 085B | 136 | FNormalise, FMantissaLeft, FMantissaInc, Overflow, FAddMantissas, FNegateInt, FMantissaRtOnce, FMantissaRtMult |
| 2.4 | [Multiplication & Division](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/math_dis_4.htm) | 08E3 | 247 | FMul, FDiv, FDivByTen, FMulByTen, FZero, FExponentAdd |
| 2.5 | [Sign Magic](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/math_dis_5.htm) | 09DA | 40 | FTestSign\_tail, InvSignToInt, SignToInt, Sgn, FCharToFloat, Abs, FNegate |
| 2.6 | [Moving FACCUM about](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/math_dis_6.htm) | 0A02 | 53 | FPush, FLoadFromMem, FLoadFromBCDE, FCopyToBCDE, FLoadBCDE, FCopyToMem |
| 2.7 | [Unpacking & Comparison](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/math_dis_7.htm) | 0A37 | 64 | FUnpack, FCompare |
| 2.8 | [Converting to Integers](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/math_dis_8.htm) | 0A77 | 60 | FAsInteger, FMantissaDec, Int |
| 2.9 | [Reading Numbers](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/math_dis_9.htm) | 0AB3 | 124 | FIn |
| 2.10 | [Printing Numbers](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/math_dis_10.htm) | 0B2F | 242 | PrintIN, PrintInt, FOut |
| 2.11 | [SQR](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/math_dis_11.htm) | 0C21 | 62 | Sqr |
| 2.12 | [RND](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/math_dis_12.htm) | 0C5F | 54 | Rnd |
| 2.13 | [SIN](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/math_dis_13.htm) | 0C95 | 130 | Sin |

Total size: 1307 bytes.

**3. Initialisation**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Section** | **Base** | **Size** | **Key Functions** |
| 3.1 | [IO Detection](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/init_dis_1.htm) | 0D21 | 109 | Init |
| 3.2 | [Configuration](https://web.archive.org/web/20011211233332/www.rjh.org.uk/altair/4k/init_dis_2.htm) | 0D8E | 367 |  |

# The BASIC Interpreter - Explained

blah

## How Basic arranged memory

Here's how Basic arranged the 4K of memory available to it. Most of memory was of course occupied by BASIC itself - from 76% to 82% depending on what optional inline functions had been selected during initialisation - with the remaining few hundred bytes at the top for the program code, space for variables, and of course stack space.
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Lets consider the blocks of memory that follow Basic's own code in turn :

The minimum amount of stack space is 18 bytes - at initialisation, after the user has stated the options they want, the amount of space is reported as "X BYTES FREE", where X is 4096 minus (amount needed for Basic, plus 18 bytes for the stack). With all optional inline functions selected - SIN, RND, and SQR - X works out to 727 bytes. With no optional inline functions selected, the amount increases to 973 bytes.

## Program Code

For efficiency, each line of the program would be 'tokenised' before being stored in program space. This tokenisation involved the simple replacement of keywords with keyword IDs. These keyword IDs occupied a single byte, and were easily distinguished from other bytes of the program since they had their top bit set - ie they were in the range of 0x80 to 0xFF.

Consider this line of input :

FOR I=1 TO 10

This would be tokenised to :

81 " I=1" 95 " 10"

Which is 0x81 (keyword ID for 'FOR') followed by the string " I=1", followed by 0x95 (keyword ID for 'TO') followed by the string " 10". This is 9 bytes, compared to 13 bytes for the untokenised input.

This particular example line of input is meaningless unless it is part of a larger program. As you should know already, each line of a program is prefixed with a line number. These line numbers get stored as 16-bit integers preceding the tokenised line content. Additionally, each line is stored with a pointer to the following line. Let's consider the example input again, this time as a part of a larger program :

10 FOR I=1 TO 10  
20 PRINT "HELLO WORLD"  
30 NEXT I

Assuming that the beginning of program memory was at 0D18, this program would be stored in memory like this:
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So as you can see, each program line has three components :

* Pointer to the next line
* Line number
* Tokenised line content

The final line of the program - the last one in the above diagram - is always present and is always a null pointer to the non-existent next line. This null line, just two bytes long, is there to mark the end of the program.

## Variables

The variable support in this version of Basic is rather limited. There only permitted type of variables is numeric - no strings, structs, and of course no distinction between integers and floating-point numbers. All variables are stored and treated as floating-point.

The second restriction is that variable names were a maximum of two characters in length : the first (mandatory) character had to be alphabetic, and the second (optional) character had to be a digit. Thus the following declarations are invalid :

|  |  |
| --- | --- |
| LET FOO=1 | cross |
| LET A="HELLO" | cross |
| LET AB=A | cross |

Whereas these declarations are valid :

|  |  |
| --- | --- |
| LET A=1 | tick |
| LET B=2.5 | tick |
| LET B2=5.6 | tick |
|  |  |

The fixed-length of variable names greatly simplified their storage. Each variable occupies 6 bytes : two bytes for the name, and four bytes for the floating-point value (fixme: link to fp).

## Arrays

Arrays are stored seperately in their own block which immediately follows normal variables and is pointed to by VAR\_ARRAY\_BASE. An array is declared with the DIM keyword, and this version of Basic has the curious property where declaring an array of *n* elements results in *n+1* elements being allocated, addressable with subscript values from 0 to *n* inclusive. Thus the following is quite legal :

DIM A(2)  
A(0) = 1  
A(1) = 2  
A(2) = 3

but :

A(3) = 4

results in a Bad Subscript (BS) error.

An array is stored similarly to normal variables in that we lead with the two-byte variable name. This is followed by a 16-bit integer denoting the size in bytes of the array elements; and finally the array elements themselves (4 bytes each). The example array A(2) shown above, if stored at address 0D20, would appear like this :

|  |  |  |  |
| --- | --- | --- | --- |
| **Address** | **Bytes** | **Value** | **Description** |
| 0D20 | 0x4100 | 'A\0' | Variable name |
| 0D22 | 0x000C |  | Total size, in bytes, of the array elements. |
| 0D24 | 0x81000000 | 1 | Element 0 value |
| 0D28 | 0x82000000 | 2 | Element 1 value |
| 0D2C | 0x82400000 | 3 | Element 2 value |

## Program Flow

When a program is RUN, execution begins on the first line of the program. When a line has finished, execution passes to the next line and so on, until the end of the program or a END or STOP instruction is reached.

This is too simple for all but the simplest programs - there are two mechanisms in Basic for altering program flow so that code can run in loops and subroutines be called. These mechanisms are FOR/NEXT for looping, and GOSUB/RETURN for subroutines.

In both FOR and GOSUB cases, the stack is used to store specific information about the program line to return to.

## 1.1 Restarts

One useful feature of the 8080 was the ability to call a handful of addresses in low memory with a single-byte instuction, as opposed to the usual three bytes needed for CALL and other branch instructions. These addresses were known as the "Restart" addresses, and memory-conscious programmers would always put their most-commonly called functions here, thus saving two bytes on every call elsewhere in the program. There are 7 restart addresses, spaced at 8 byte intervals from 0000 to 0030 inclusive. (NB: There is support for an eighth restart function, RST 7, but Basic makes no use of it).

### Start (RST 0)

Once the loader had finished loading Basic into memory from paper tape it would jump to address 0000, the very start of the program. Not much needs to be done here - just disable interrupts and jump up to the [Init](http://altairbasic.org/init.htm) section in upper memory. Notice that the jump address here is coloured red, indicating the code is modified by code elsewhere. In this case, the jump address is changed to point to Ready once Init has run successfully. (fixme: not yet it isnt).

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0000 | F3 | Start | DI |  |
| 0001 | C3210D |  | JMP [Init](http://altairbasic.org/init_dis_1.htm#Init) |  |

Fixme: What are these two addresses for?

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0004 | 9004 |  | DW 0490 |  |
| 0006 | F907 |  | DW 07F9 |  |

### SyntaxCheck (RST 1)

Here is a truly beautiful piece of code, it's Golden Weasel richly deserved. It's used at run-time to check syntax in a very cool way : the byte immediately following an RST 1 instruction is not the following instruction, but the keyword or operator ID that's expected to appear in the program at that point. If the keyword or operator is not present, then it Syntax Errors out, but if it is present then the return address is fixed-up - ie advanced one byte - and the function falls into NextChar so the caller has even less work to do. I honestly doubt syntax checks could be done more efficiently than this. Sheer bloody genius.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  |  |  |  | | --- | --- | --- | --- | --- | | 0008 | 7E | SyntaxCheck | MOV A,M | A=Byte of BASIC program. | | 0009 | E3 |  | XTHL | HL=return address. | | 000A | BE |  | CMP M | Compare to byte expected. | | 000B | 23 |  | INX H | Return address++; | | 000C | E3 |  | XTHL |  | | 000D | C2D001 |  | JNZ [SyntaxError](http://altairbasic.org/int_dis_4.htm#SyntaxError) | Error if not what was expected. | |  |

### NextChar (RST 2)

Return next character of input from the buffer at HL, skipping over space characters. The Carry flag is set if the returned character is not alphanumeric, also the zero flag is set if a null character has been reached.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0010 | 23 | NextChar | INX H |  |
| 0011 | 7E |  | MOV A,M |  |
| 0012 | FE3A |  | CPI 3A |  |
| 0014 | D0 |  | RNC |  |
| 0015 | C35E04 |  | JMP [NextChar\_tail](http://altairbasic.org/int_dis_10.htm#NextChar_tail) |  |

### OutChar (RST 3)

Prints a character to the terminal.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0018 | F5 | OutChar | PUSH PSW |  |
| 0019 | 3A2700 |  | LDA [TERMINAL\_X](http://altairbasic.org/int_dis_1.htm#TERMINAL_X) |  |
| 001C | C36E03 |  | JMP [OutChar\_tail](http://altairbasic.org/int_dis_6.htm#OutChar_tail) |  |
| 001F | 00 |  | NOP |  |

### CompareHLDE (RST 4)

Compares HL and DE with same logical results (C and Z flags) as for standard eight-bit compares.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0020 | 7C | CompareHLDE | MOV A,H |  |
| 0021 | 92 |  | SUB D |  |
| 0022 | C0 |  | RNZ |  |
| 0023 | 7D |  | MOV A,L |  |
| 0024 | 93 |  | SUB E |  |
| 0025 | C9 |  | RET |  |

### TERMINAL\_X and TERMINAL\_Y

Variables controlling the current X and Y positions of terminal output.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0026 | 01 | TERMINAL\_Y | DB 01 |  |
| 0027 | 00 | TERMINAL\_X | DB 00 |  |

### FTestSign (RST 5)

Tests the state of FACCUM. This part returns with A=0 and zero set if FACCUM==0, the tail of the function sets the sign flag and A accordingly (0xFF is negative, 0x01 if positive) before returning.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0028 | 3A7201 | FTestSign | LDA [FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM)+3 |  |
| 002B | B7 |  | ORA A |  |
| 002C | C2DA09 |  | JNZ [FTestSign\_tail](http://altairbasic.org/math_dis_5.htm#FTestSign_tail) |  |
| 002F | C9 |  | RET |  |

### PushNextWord (RST 6)

Effectively PUSH (HL). First we write the return address to the JMP instruction at the end of the function; then we read the word at (HL) into BC and push it onto the stack; lastly jumping to the return address.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0030 | E3 | PushNextWord | XTHL |  |
| 0031 | 223B00 |  | SHLD 003B |  |
| 0034 | E1 |  | POP H |  |
| 0035 | 4E |  | MOV C,M |  |
| 0036 | 23 |  | INX H |  |
| 0037 | 46 |  | MOV B,M |  |
| 0038 | 23 |  | INX H |  |
| 0039 | C5 |  | PUSH B |  |
| 003A | C33A00 |  | JMP 003A |  |

**1.2 Keywords**

There are three groups of keywords :

* General keywords. These typically start a statement; examples are LET, PRINT, GOTO and so on.
* Supplementary keywords. Used in statements but not as part of an expression, eg TO, STEP, TAB
* Inline keywords. Only used in expressions, eg, SIN, RND, INT.

**KW\_INLINE\_FNS**

A table of function pointers for the inline keywords.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 003D | E409 | KW\_INLINE\_FNS | DW [Sgn](http://altairbasic.org/math_dis_5.htm#Sgn) |  |
| 003F | A20A |  | DW [Int](http://altairbasic.org/math_dis_8.htm#Int) |  |
| 0041 | F809 |  | DW [Abs](http://altairbasic.org/math_dis_5.htm#Abs) |  |
| 0043 | 9804 |  | DW Usr |  |
| 0045 | 210C |  | DW [Sqr](http://altairbasic.org/math_dis_11.htm#Sqr) |  |
| 0047 | 5F0C |  | DW [Rnd](http://altairbasic.org/math_dis_12.htm#Rnd) |  |
| 0049 | 950C |  | DW [Sin](http://altairbasic.org/math_dis_13.htm#Sin) |  |

**KW\_ARITH\_OP\_FNS**

A table of function pointers for the arithmetic operator functions. Four entries of three bytes each; the first entry byte is for operator precedence and the second and third bytes are function pointers.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 004B | 791008 | KW\_ARITH\_OP\_FNS | DB 0x79, DW [FAdd](http://altairbasic.org/math_dis_2.htm#FAdd) | + |
| 004E | 790A08 |  | DB 0x79, DW [FSub](http://altairbasic.org/math_dis_2.htm#FSub) | - |
| 0051 | 7CE308 |  | DB 0x7C, DW [FMul](http://altairbasic.org/math_dis_4.htm#FMul) | \* |
| 0054 | 7C2F09 |  | DB 0x7C, DW [FDiv](http://altairbasic.org/math_dis_4.htm#FDiv) | / |

**KEYWORDS**

String constants for all keywords, including arithmetic operators. Note that the last character of each keyword has bit 7 set to denote that it is the last character; also that the whole table is terminated with a single null byte.

|  |
| --- |
| General keywords |
| 0057 | 454EC4 | KEYWORDS | "END" | 80 |
| 005A | 464FD2 |  | "FOR" |  |
| 005D | 4E4558D4 |  | "NEXT" | 82 |
| 0061 | 444154C1 |  | "DATA" | 83 |
| 0065 | 494E5055D4 |  | "INPUT" | 84 |
| 006A | 4449CD |  | "DIM" | 85 |
| 006D | 524541C4 |  | "READ" | 86 |
| 0071 | 4C45D4 |  | "LET" | 87 |
| 0074 | 474F54CF |  | "GOTO" | 88 |
| 0078 | 5255CE |  | "RUN" | 89 |
| 007B | 49C6 |  | "IF" | 8A |
| 007D | 524553544F52C5 |  | "RESTORE" | 8B |
| 0084 | 474F5355C2 |  | "GOSUB" | 8C |
| 0089 | 5245545552CE |  | "RETURN" | 8D |
| 008F | 5245CD |  | "REM" | 8E |
| 0092 | 53544FD0 |  | "STOP" | 8F |
| 0096 | 5052494ED4 |  | "PRINT" | 90 |
| 009B | 4C4953D4 |  | "LIST" | 91 |
| 009F | 434C4541D2 |  | "CLEAR" | 92 |
| 00A4 | 4E45D7 |  | "NEW" | 93 |
| Supplementary keywords |
| 00A7 | 544142A8 |  | "TAB(" | 94 |
| 00AB | 54CF |  | "TO" | 95 |
| 00AD | 544845CE |  | "THEN" | 96 |
| 00B1 | 535445D0 |  | "STEP" | 97 |
| Arithmetic and logical operators |
| 00B5 | AB |  | "+" | 98 |
| 00B6 | AD |  | "-" | 99 |
| 00B7 | AA |  | "\*" | 9A |
| 00B8 | AF |  | "/" | 9B |
| 00B9 | BE |  | ">" | 9C |
| 00BA | BD |  | "=" | 9D |
| 00BB | BC |  | "<" | 9E |
| Inline keywords |
| 00BC | 5347CE |  | "SGN" | 9F |
| 00BF | 494ED4 |  | "INT" | A0 |
| 00C2 | 4142D3 |  | "ABS" | A1 |
| 00C5 | 5553D2 |  | "USR" | A2 |
| 00C8 | 5351D2 |  | "SQR" | A3 |
| 00CB | 524EC4 |  | "RND" | A4 |
| 00CE | 5349CE |  | "SIN" | A5 |
| Null terminator. |
| 00D1 | 00 |  |  |  |

**KW\_GENERAL\_FNS**

Pointers to the functions for the 20 general keywords at the start of the KEYWORDS table above.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 00D2 | F701 | KW\_GENERAL\_FNS | DW [Stop](http://altairbasic.org/int_dis_5.htm#Stop) | END |
| 00D4 | D503 |  | DW [For](http://altairbasic.org/int_dis_8.htm#For) | FOR |
| 00D6 | 4906 |  | DW [Next](http://altairbasic.org/int_dis_16.htm#Next) | NEXT |
| 00D8 | F504 |  | DW Data | DATA |
| 00DA | E405 |  | DW [Input](http://altairbasic.org/int_dis_15.htm#Input) | INPUT |
| 00DC | 1607 |  | DW [Dim](http://altairbasic.org/int_dis_18.htm#Dim) | DIM |
| 00DE | F605 |  | DW [Read](http://altairbasic.org/int_dis_15.htm#Read) | READ |
| 00E0 | 0205 |  | DW [Let](http://altairbasic.org/int_dis_12.htm#Let) | LET |
| 00E2 | CF04 |  | DW [Goto](http://altairbasic.org/int_dis_11.htm#Goto) | GOTO |
| 00E4 | A102 |  | DW [Run](http://altairbasic.org/int_dis_5.htm#Run) | RUN |
| 00E6 | 1605 |  | DW [If](http://altairbasic.org/int_dis_13.htm#If) | IF |
| 00E8 | 6904 |  | DW [Restore](http://altairbasic.org/int_dis_10.htm#Restore) | RESTORE |
| 00EA | BE04 |  | DW [Gosub](http://altairbasic.org/int_dis_11.htm#Gosub) | GOSUB |
| 00EC | DF04 |  | DW [Return](http://altairbasic.org/int_dis_11.htm#Return) | RETURN |
| 00EE | F704 |  | DW [Rem](http://altairbasic.org/int_dis_11.htm#Rem) | REM |
| 00F0 | F701 |  | DW [Stop](http://altairbasic.org/int_dis_5.htm#Stop) | STOP |
| 00F2 | 5705 |  | DW [Print](http://altairbasic.org/int_dis_14.htm#Print) | PRINT |
| 00F4 | 8E03 |  | DW [List](http://altairbasic.org/int_dis_7.htm#List) | LIST |
| 00F6 | A602 |  | DW Clear | CLEAR |
| 00F8 | 9502 |  | DW [New](http://altairbasic.org/int_dis_5.htm#New) | NEW |

## .3 Error Codes & Globals

A table of two-character error codes for the 12 errors.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 00FA | 4EC6 | ERROR\_CODES | "NF" | NEXT without FOR. |
| 00FC | 53CE |  | "SN" | Syntax Error |
| 00FE | 52C7 |  | "RG" | RETURN without GOSUB. |
| 0100 | 4FC4 |  | "OD" | Out of Data |
| 0102 | 46C3 |  | "FC" | Illegal Function Call |
| 0104 | 4FD6 |  | "OV" | Overflow. |
| 0106 | 4FCD |  | "OM" | Out of memory. |
| 0108 | 55D3 |  | "US" | Undefined Subroutine |
| 010A | 42D3 |  | "BS" | Bad Subscript |
| 010C | 44C4 |  | "DD" | Duplicate Definition |
| 010E | 2FB0 |  | "\0" | Division by zero. |
| 0110 | 49C4 |  | "ID" | Invalid in Direct mode. |

### LINE\_BUFFER

Buffer for a line of input or program, 73 bytes long.

|  |
| --- |
| The line buffer is prefixed with this comma. It's here because the INPUT handler defers to the READ handler, which expects items of data (which the line buffer is treated as) to be prefixed with commas. Quite a neat trick! |
| 0112 | 2C |  | DB ',' |  |
| 0113 | 0000 | LINE\_BUFFER | DW 0000 |  |
| .... | .... |  | ....... |  |
| 015A | 0000 |  | DW 0000 |  |

### Globals

A bunch of variables BASIC needs to run.

|  |
| --- |
| A flag used by GetArrayVar to determine whether we are declaring an array with DIM, or whether we are accessing an element of an existing array as might be done by EvalTerm. |
| 015B | 00 | DIM\_OR\_EVAL | DB 00 |  |
| A flag used by [Read](http://altairbasic.org/int_dis_3.htm#read) to determine whether the INPUT or READ keyword invoked it. |
| 015C | 00 | INPUT\_OR\_READ | DB 00 |  |
| A temporary prog ptr, used by the NEXT handler and other places (fixme: identify). |
| 015D | 0000 | PROG\_PTR\_TEMP | DW 0000 |  |
| A temporary prog ptr used by the Expression Evaluator |
| 015F | 0000 |  | DW 0000 |  |
| Holds the line number of the program line currently being executed |
| 0161 | 0000 | CURRENT\_LINE | DW 0000 |  |
| Holds the highest possible memory word address, used for the top of the stack. |
| 0163 | 1A0F | STACK\_TOP | DW 0F1A |  |
| Pointer to the base of program storage. |
| 0165 | 0000 | PROGRAM\_BASE | DW 0000 |  |
| Points to the start of storage available for programs. Always immediately follows program storage. |
| 0167 | 0000 | VAR\_BASE | DW 0000 |  |
| Points to the start of array storage. This immediately follows the block allocated for normal variables pointed to by VAR\_BASE. |
| 0169 | 0000 | VAR\_ARRAY\_BASE | DW 0000 |  |
| Points to top of variable and array variable storage. |
| 016B | 0000 | VAR\_TOP | DW 0000 |  |
| Points to the point within the program where DATA can be READ from. |
| 016D | 0000 | DATA\_PROG\_PTR | DW 0000 |  |
| The (F)loating (Accum)ulator. See the [Floating Point section](http://altairbasic.org/math_ex.htm) for a full explanation. |
| 016F | 00000000 | FACCUM | DD 0 |  |
| A temporary byte used by floating point to temporarily hold signs+exponents during calculations. |
| 0173 | 00 | FTEMP | DB 00 |  |

### 

### FBUFFER

Small buffer (12 bytes) used by the math package functions FOut and Sqr.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0174 | 0000 | FBUFFER | DW 0000 |  |
| .... | .... |  | ....... |  |
| 017F | 0000 |  | DW 0000 |  |

### Status Strings

Some string constants, used when reporting errors and printing OK.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0181 | 204552524FD200 | szError | " ERROR\0" |  |
| 0188 | 209E00 | szIn | " IN \0" |  |
| 018D | 0DFBD0 | szOK | "\rOK\r\0" |  |

## 1.4 Utility Functions

Some useful functions.

### GetFlowPtr

Sets HL to point to the appropriate flow struct on the stack. On entry, if this was called by the NEXT keyword handler then DE is pointing to the variable following the NEXT keyword.

|  |
| --- |
| The first four bytes on the stack are (or rather, should be) two return addresses. We're not interested in them, so the first thing to do is set HL to point to SP+4. |
| 0192 | 210400 | GetFlowPtr | LXI H,0004 | HL=SP+4 (ie get word |
| 0195 | 39 |  | DAD SP | just past return addr) |
| Get the keyword ID, the byte that precedes the flow struct. Then we increment HL so it points to (what should be) the flow struct, and return if the keyword ID is not 'FOR'. |
| 0196 | 7E |  | MOV A,M |  |
| 0197 | 23 |  | INX H |  |
| 0198 | FE81 |  | CPI 81 | 'FOR'? |
| 019A | C0 |  | RNZ | Return if not 'FOR' |
| Special treatment for FOR flow structs. Here we check that we've got the right one, ie the one required by the NEXT statement which called us. When we're called by NEXT, it sets DE to point to the variable in the NEXT statement. So here we get the first word of the FOR flow struct which is the address of the FOR variable, and compare it to the one we've been given in DE. If they match, then we've found the flow struct wanted and we can safely return. If not then we jump 13 bytes up the stack - 13 bytes is the size of the FOR flow struct - and loop back to try again. |
| 019B | F7 |  | RST [PushNextWord](http://altairbasic.org/int_dis_1.htm#PushNextWord) | PUSH (HL) |
| 019C | E3 |  | XTHL | POP HL (ie HL=(HL)) |
| 019D | E7 |  | RST [CompareHLDE](http://altairbasic.org/int_dis_1.htm#CompareHLDE) | HL==DE? |
| 019E | 010D00 |  | LXI B,000D |  |
| 01A1 | E1 |  | POP H | Restore HL |
| 01A2 | C8 |  | RZ | Return if var ptrs match. |
| 01A3 | 09 |  | DAD B | HL+=000D |
| 01A4 | C39601 |  | JMP [GetFlowPtr](http://altairbasic.org/int_dis_4.htm#GetFlowPtr)+4 | Loop |

### 

### CopyMemoryUp

Copies a block of memory from BC to HL. Copying is done backwards, down to and including the point where BC==DE. It goes backwards because this function is used to move blocks of memory forward by as little as a couple of bytes. If it copied forwards then the block of memory would overwrite itself.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 01A7 | CDC301 | CopyMemoryUp | CALL [CheckEnoughMem](http://altairbasic.org/int_dis_4.htm#CheckEnoughMem) |  |
| Exchange BC with HL, so HL now points to the source and BC points to destination. |
| 01AA | C5 |  | PUSH B | Exchange BC with HL. |
| 01AB | E3 |  | XTHL |  |
| 01AC | C1 |  | POP B |  |
| 01AD | E7 | CopyMemLoop | RST [CompareHLDE](http://altairbasic.org/int_dis_1.htm#CompareHLDE) | HL==DE? |
| 01AE | 7E |  | MOV A,M |  |
| 01AF | 02 |  | STAX B |  |
| 01B0 | C8 |  | RZ | Exit if DE reached. |
| 01B1 | 0B |  | DCX B |  |
| 01B2 | 2B |  | DCX H |  |
| 01B3 | C3AD01 |  | JMP [CopyMemLoop](http://altairbasic.org/int_dis_4.htm#CopyMemLoop) |  |

### CheckEnoughVarSpace

Checks that there is enough room for C\*4 bytes on top of (VAR\_TOP) before it intrudes on the stack. Probably varspace.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 01B6 | E5 | CheckEnoughVarSpace | PUSH H |  |
| 01B7 | 2A6B01 |  | LHLD [VAR\_TOP](http://altairbasic.org/int_dis_3.htm#VAR_TOP) |  |
| 01BA | 0600 |  | MVI B,00 | BC=C\*4 |
| 01BC | 09 |  | DAD B |  |
| 01BD | 09 |  | DAD B |  |
| 01BE | CDC301 |  | CALL [CheckEnoughMem](http://altairbasic.org/int_dis_4.htm#CheckEnoughMem) |  |
| 01C1 | E1 |  | POP H |  |
| 01C2 | C9 |  | RET |  |

### CheckEnoughMem

Checks that HL is more than 32 bytes away from the stack pointer. If HL is within 32 bytes of the stack pointer then this function falls into OutOfMemory.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 01C3 | D5 | CheckEnoughMem | PUSH D |  |
| 01C4 | EB |  | XCHG |  |
| 01C5 | 21DEFF |  | LXI H,FFDE | HL=-34 (extra 2 bytes for return address) |
| 01C8 | 39 |  | DAD SP |  |
| 01C9 | E7 |  | RST [CompareHLDE](http://altairbasic.org/int_dis_1.htm#CompareHLDE) |  |
| 01CA | EB |  | XCHG |  |
| 01CB | D1 |  | POP D |  |
| 01CC | D0 |  | RNC |  |

### Three common errors.

Notice use of LXI trick.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 01CD | 1E0C | OutOfMemory | MVI E,0C |  |
| 01CF | 01.... |  | LXI B,.... |  |
|  |  |  |  |  |
| 01D0 | 1E02 | SyntaxError | MVI E,02 |  |
| 01D2 | 01.... |  | LXI B,.... |  |
|  |  |  |  |  |
| 01D3 | 1E14 | DivideByZero | MVI E,14 |  |
|  |  |  |  |  |
|  |  |  |  |  |

### Error

Resets the stack, prints an error code (offset into error codes table is given in E), and stops program execution.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 01D5 | CDB502 | Error | CALL [ResetStack](http://altairbasic.org/int_dis_5.htm#ResetStack) |  |
| 01D8 | CD8A05 |  | CALL [NewLine](http://altairbasic.org/int_dis_14.htm#NewLine) |  |
| 01DB | 21FA00 |  | LXI H,[ERROR\_CODES](http://altairbasic.org/int_dis_3.htm#ERROR_CODES) |  |
| 01DE | 57 |  | MOV D,A |  |
| 01DF | 3E3F |  | MVI A,'?' | Print '?' |
| 01E1 | DF |  | RST [OutChar](http://altairbasic.org/int_dis_1.htm#OutChar) |  |
| 01E2 | 19 |  | DAD D | HL points to error code. |
| 01E3 | 7E |  | MOV A,M |  |
| 01E4 | DF |  | RST [OutChar](http://altairbasic.org/int_dis_1.htm#OutChar) | Print first char of code. |
| 01E5 | D7 |  | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| 01E6 | DF |  | RST [OutChar](http://altairbasic.org/int_dis_1.htm#OutChar) | Print second char of code. |
| 01E7 | 218101 |  | LXI H,[szError](http://altairbasic.org/int_dis_3.htm#szError) | Print " ERROR". |
| 01EA | CDA305 |  | CALL [PrintString](http://altairbasic.org/int_dis_14.htm#PrintString) |  |
| 01ED | 2A6101 |  | LHLD [CURRENT\_LINE](http://altairbasic.org/int_dis_3.htm#CURRENT_LINE) |  |
| 01F0 | 7C |  | MOV A,H |  |
| 01F1 | A5 |  | ANA L |  |
| 01F2 | 3C |  | INR A |  |
| 01F3 | C42F0B |  | CNZ [PrintIN](http://altairbasic.org/math_dis_10.htm#PrintIN) |  |
| 01F6 | 01.... |  | LXI B,.... | LXI over Stop and fall into Main |

## 1.5 The BASIC Prompt & Program Storage

### STOP / END

The keywords STOP and END are synonymous. We don't need to do anything other than lose the return address and fall into Main.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 01F7 | C0 | Stop | RNZ | Syntax Error if args. |
| 01F8 | C1 |  | POP B | Lose return address. |

### Main

Here's where a BASIC programmer in 1975 spent most of their time : typing at an "OK" prompt, one line at a time. A line of input would either be exec'd immediately (eg "PRINT 2+2"), or it would be a line of a program to be RUN later. Program lines would be prefixed with a line number. The code below looks for that line number, and jumps ahead to Exec if it's not there.

|  |
| --- |
| Print "OK" |
| 01F9 | 218D01 | Main | LXI H,[szOK](http://altairbasic.org/int_dis_3.htm#szOK) |  |
| 01FC | CDA305 |  | CALL [PrintString](http://altairbasic.org/int_dis_14.htm#PrintString) |  |
| Set current line number to -1, indicating we're in immediate mode. |
| 01FF | 21FFFF | GetNonBlankLine | LXI H,FFFF |  |
| 0202 | 226101 |  | SHLD [CURRENT\_LINE](http://altairbasic.org/int_dis_3.htm#CURRENT_LINE) |  |
| Get a line of input |
| 0205 | CD3C03 |  | CALL [InputLine](http://altairbasic.org/int_dis_5.htm#InputLine) |  |
| Get first char of input. Note that carry will be set if it's a digit. |
| 0208 | D7 |  | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| If line is blank (ie A is the null byte terminating the input buffer) then loop back to get a new input line. Notice the interesting method of testing for 0 - inc followed by dec. This is done so as not to affect the carry flag, which CPI 0 and OR A would have both done. |
| 0209 | 3C |  | INR A |  |
| 020A | 3D |  | DCR A |  |
| 020B | CAFF01 |  | JZ [GetNonBlankLine](http://altairbasic.org/int_dis_5.htm#GetNonBlankLine) |  |
| Preserve first-char-is-digit flag (carry). |
| 020E | F5 |  | PUSH PSW |  |
| If the line of input begins with a line number, this call will read that number into DE. |
| 020F | CD9D04 |  | CALL [LineNumberFromStr](http://altairbasic.org/int_dis_11.htm#LineNumberFromStr) |  |
| Preserve line number on stack and tokenize the rest of the line. |
| 0212 | D5 |  | PUSH D |  |
| 0213 | CDCC02 |  | CALL [Tokenize](http://altairbasic.org/int_dis_5.htm#Tokenize) |  |
| Tokenize returns with the length of the tokenized line content in C and with A=0. Here we load B with 0, so as to have the line length in the 16-bit register BC. |
| 0216 | 47 |  | MOV B,A |  |
| Restore line number to DE. |
| 0217 | D1 |  | POP D |  |
| Restore first-char-is-digit flag (carry), and if the first char was /not/ a digit, then execute the line of input now. |
| 0218 | F1 |  | POP PSW |  |
| 0219 | D23E04 |  | JNC [Exec](http://altairbasic.org/int_dis_9.htm#Exec) |  |
| First char was a digit, therefore it's a line of program which needs to be stored, so we can fall into StoreProgramLine... |

### StoreProgramLine

Here's where a program line has been typed, which we now need to store in program memory.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 021C | D5 | StoreProgramLine | PUSH D | Push line number |
| 021D | C5 |  | PUSH B | Push line length |
| 021E | D7 |  | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) | Get first char of line |
| 021F | B7 |  | ORA A | Zero set if line is empty (ie removing a line) |
| 0220 | F5 |  | PUSH PSW | Preserve line-empty flag |
| 0221 | CD7D02 |  | CALL [FindProgramLine](http://altairbasic.org/int_dis_5.htm#FindProgramLine) | Get nearest program line address in BC. |
| 0224 | C5 |  | PUSH B | Push line address. |
| 0225 | D23902 |  | JNC [InsertProgramLine](http://altairbasic.org/int_dis_5.htm#InsertProgramLine) | If line doesn't exist, jump ahead to insert it. |
| Carry was set by the call to FindProgramLine, meaning that the line already exists. So we have to remove the old program line before inserting the new one in it's place. To remove the program line we simply move the remainder of the program (ie every line that comes after it) down in memory. |
| 0228 | EB | RemoveProgramLine | XCHG | DE=Next line address. |
| 0229 | 2A6701 |  | LHLD [VAR\_BASE](http://altairbasic.org/int_dis_3.htm#VAR_BASE) |  |
| 022C | 1A |  | LDAX D | Move byte of program remainder down |
| 022D | 02 |  | STAX B | in memory. |
| 022E | 03 |  | INX B |  |
| 022F | 13 |  | INX D |  |
| 0230 | E7 |  | RST [CompareHLDE](http://altairbasic.org/int_dis_1.htm#CompareHLDE) | Loop until DE==VAR\_BASE, ie whole |
| 0231 | C22C02 |  | JNZ RemoveLine+4 | program remainder done. |
| 0234 | 60 |  | MOV H,B |  |
| 0235 | 69 |  | MOV L,C | Update VAR\_BASE from BC. |
| 0236 | 226701 |  | SHLD [VAR\_BASE](http://altairbasic.org/int_dis_3.htm#VAR_BASE) |  |
| To insert the program line, firstly the program remainder (every line that comes after the one to be inserted) must be moved up in memory to make room. |
| 0239 | D1 | InsertProgramLine | POP D | DE=Line address (from 224) |
| 023A | F1 |  | POP PSW | Restore line-empty flag (see above) |
| 023B | CA6002 |  | JZ [UpdateLinkedList](http://altairbasic.org/int_dis_5.htm#UpdateLinkedList) | If line is empty, then we don't need to insert it so can jump ahead. |
| 023E | 2A6701 |  | LHLD [VAR\_BASE](http://altairbasic.org/int_dis_3.htm#VAR_BASE) |  |
| 0241 | E3 |  | XTHL | HL = Line length (see 21D) |
| 0242 | C1 |  | POP B | BC = VAR\_BASE |
| 0243 | 09 |  | DAD B | HL = VAR\_BASE + line length. |
| 0244 | E5 |  | PUSH H |  |
| 0245 | CDA701 |  | CALL [CopyMemoryUp](http://altairbasic.org/int_dis_4.htm#CopyMemoryUp) | Move remainder of program so there's enough space for the new line. |
| 0248 | E1 |  | POP H |  |
| 0249 | 226701 |  | SHLD [VAR\_BASE](http://altairbasic.org/int_dis_3.htm#VAR_BASE) | Update VAR\_BASE |
| 024C | EB |  | XCHG | HL=Line address, DE=VAR\_BASE |
| 024D | 74 |  | MOV M,H | ??? |
| 024E | 23 |  | INX H | Skip over next line ptr (updated below) |
| 024F | 23 |  | INX H |  |
| 0250 | D1 |  | POP D | DE = line number (see 21C) |
| 0251 | 73 |  | MOV M,E | Write line number to program line memory. |
| 0252 | 23 |  | INX H |  |
| 0253 | 72 |  | MOV M,D |  |
| 0254 | 23 |  | INX H |  |
| 0255 | 111301 | CopyFromBuffer | LXI D,[LINE\_BUFFER](http://altairbasic.org/int_dis_3.htm#LINE_BUFFER) | Copy the line into the program. |
| 0258 | 1A |  | LDAX D |  |
| 0259 | 77 |  | MOV M,A |  |
| 025A | 23 |  | INX H |  |
| 025B | 13 |  | INX D |  |
| 025C | B7 |  | ORA A |  |
| 025D | C25802 |  | JNZ [CopyFromBuffer](http://altairbasic.org/int_dis_5.htm#CopyFromBuffer)+3 |  |
| Now the program line has been inserted/removed, all the pointers from each line to the next need to be updated. |
| 0260 | CDA202 | UpdateLinkedList | CALL [ResetAll](http://altairbasic.org/int_dis_5.htm#ResetAll) |  |
| 0263 | 23 |  | INX H |  |
| 0264 | EB |  | XCHG |  |
| 0265 | 62 |  | MOV H,D |  |
| 0266 | 6B |  | MOV L,E |  |
| 0267 | 7E |  | MOV A,M | If the pointer to the next line is a null |
| 0268 | 23 |  | INX H | word then we've reached the end of the |
| 0269 | B6 |  | ORA M | program, job is done, and we can jump back |
| 026A | CAFF01 |  | JZ [GetNonBlankLine](http://altairbasic.org/int_dis_5.htm#GetNonBlankLine) | to let the user type in the next line. |
| 026D | 23 |  | INX H | Skip over line number. |
| 026E | 23 |  | INX H |  |
| 026F | 23 |  | INX H |  |
| 0270 | AF |  | XRA A |  |
| 0271 | BE |  | CMP M |  |
| 0272 | 23 |  | INX H |  |
| 0273 | C27102 |  | JNZ 0271 |  |
| 0276 | EB |  | XCHG |  |
| 0277 | 73 |  | MOV M,E |  |
| 0278 | 23 |  | INX H |  |
| 0279 | 72 |  | MOV M,D |  |
| 027A | C36502 |  | JMP 0265 |  |

### FindProgramLine

Given a line number in DE, this function returns the address of that progam line in BC. If the line doesn't exist, then BC points to the next line's address, ie where the line could be inserted. Carry flag is set if the line exists, otherwise carry reset.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 027D | 2A6501 | FindProgramLine | LHLD [PROGRAM\_BASE](http://altairbasic.org/int_dis_3.htm#PROGRAM_BASE) |  |
| 0280 | 44 |  | MOV B,H | BC=this line |
| 0281 | 4D |  | MOV C,L |  |
| 0282 | 7E |  | MOV A,M | If we've found two consecutive |
| 0283 | 23 |  | INX H | null bytes, then we've reached the end |
| 0284 | B6 |  | ORA M | of the program and so return. |
| 0285 | 2B |  | DCX H |  |
| 0286 | C8 |  | RZ |  |
| 0287 | C5 |  | PUSH B | Push this line address |
| 0288 | F7 |  | RST [PushNextWord](http://altairbasic.org/int_dis_1.htm#PushNextWord) | Push (next line address) |
| 0289 | F7 |  | RST [PushNextWord](http://altairbasic.org/int_dis_1.htm#PushNextWord) | Push (this line number) |
| 028A | E1 |  | POP H | HL = this line number |
| 028B | E7 |  | RST [CompareHLDE](http://altairbasic.org/int_dis_1.htm#CompareHLDE) | Compare line numbers |
| 028C | E1 |  | POP H | HL = next line address |
| 028D | C1 |  | POP B | BC = this line address |
| 028E | 3F |  | CMC |  |
| 028F | C8 |  | RZ | Return carry set if line numbers match. |
| 0290 | 3F |  | CMC |  |
| 0291 | D0 |  | RNC | Return if we've reached a line number greater than the one required. |
| 0292 | C38002 |  | JMP [FindProgramLine](http://altairbasic.org/int_dis_5.htm#FindProgramLine)+3 |  |

### 

### New

Keyword NEW. Writes the null line number to the bottom of program storage (ie an empty program), updates pointer to variables storage, and falls into RUN which just happens to do the rest of the work NEW needs to do.

|  |
| --- |
| No arguments allowed for the NEW keyword. |
| 0295 | C0 | New | RNZ |  |
| Write the two null bytes program terminator to the start of program storage. |
| 0296 | 2A6501 |  | LHLD [PROGRAM\_BASE](http://altairbasic.org/int_dis_3.htm#PROGRAM_BASE) |  |
| 0299 | AF |  | XRA A |  |
| 029A | 77 |  | MOV M,A |  |
| 029B | 23 |  | INX H |  |
| 029C | 77 |  | MOV M,A |  |
| 029D | 23 |  | INX H |  |
| And set the base of variable storage to immediately follow the null program. |
| 029E | 226701 |  | SHLD [VAR\_BASE](http://altairbasic.org/int_dis_3.htm#VAR_BASE) |  |

### Run

Runs the program. We don't actually need to do anything here, except check that no arguments have been supplied! We can just fall into ResetAll which sets everything up ready to run the program, and we then return to ExecNext.

|  |
| --- |
| No arguments allowed for the RUN keyword. |
| 02A1 | C0 | Run | RNZ |  |

### ResetAll

Resets everything.

|  |
| --- |
| Set PROG\_PTR\_TEMP to just before the start of the program. |
| 02A2 | 2A6501 | ResetAll | LHLD [PROGRAM\_BASE](http://altairbasic.org/int_dis_3.htm#PROGRAM_BASE) |  |
| 02A5 | 2B |  | DCX H |  |
| 02A6 | 225D01 |  | SHLD [PROG\_PTR\_TEMP](http://altairbasic.org/int_dis_3.htm#PROG_PTR_TEMP) |  |
| Reset the data pointer |
| 02A9 | CD6904 |  | CALL [Restore](http://altairbasic.org/int_dis_10.htm#Restore) |  |
| Reset variable pointers |
| 02AC | 2A6701 |  | LHLD [VAR\_BASE](http://altairbasic.org/int_dis_3.htm#VAR_BASE) |  |
| 02AF | 226901 |  | SHLD [VAR\_ARRAY\_BASE](http://altairbasic.org/int_dis_3.htm#VAR_ARRAY_BASE) |  |
| 02B2 | 226B01 |  | SHLD [VAR\_TOP](http://altairbasic.org/int_dis_3.htm#VAR_TOP) |  |
| Get return address in BC and reset the stack pointer to it's top. |
| 02B5 | C1 | ResetStack | POP B |  |
| 02B6 | 2A6301 |  | LHLD [STACK\_TOP](http://altairbasic.org/int_dis_3.htm#STACK_TOP) |  |
| 02B9 | F9 |  | SPHL |  |
| Push address of stack top module 256. Fixme - why??? |
| 02BA | AF |  | XRA A |  |
| 02BB | 6F |  | MOV L,A |  |
| 02BC | E5 |  | PUSH H |  |
| Put return address back on stack, set HL to ??? and return. |
| 02BD | C5 |  | PUSH B |  |
| 02BE | 2A5D01 |  | LHLD [PROG\_PTR\_TEMP](http://altairbasic.org/int_dis_3.htm#PROG_PTR_TEMP) |  |
| 02C1 | C9 |  | RET |  |

### InputLineWith'?'

Gets a line of input at a '? ' prompt.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 02C2 | 3E3F | InputLineWith'?' | MVI A,'?' | Print '?' |
| 02C4 | DF |  | RST [OutChar](http://altairbasic.org/int_dis_1.htm#OutChar) |  |
| 02C5 | 3E20 |  | MVI A,' ' | Print ' ' |
| 02C7 | DF |  | RST [OutChar](http://altairbasic.org/int_dis_1.htm#OutChar) |  |
| 02C8 | CD3C03 |  | CALL [InputLine](http://altairbasic.org/int_dis_5.htm#InputLine) |  |
| 02CB | 23 |  | INX H |  |

### 

### Tokenize

Tokenises LINE\_BUFFER, replacing keywords with their IDs. On exit, C holds the length of the tokenised line plus a few bytes to make it a complete program line.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 02CC | 0E05 | Tokenize | MVI C,05 | Initialise line length to 5. |
| 02CE | 111301 |  | LXI D,[LINE\_BUFFER](http://altairbasic.org/int_dis_3.htm#LINE_BUFFER) | ie, output ptr is same as input ptr at start. |
| If char is a space, jump ahead to write it out. |
| 02D1 | 7E |  | MOV A,M |  |
| 02D2 | FE20 |  | CPI ' ' |  |
| 02D4 | CA0203 |  | JZ [WriteChar](http://altairbasic.org/int_dis_5.htm#WriteChar) |  |
| If char is a " (indicating a string literal) then freely copy up to the closing ". Obviously we don't want to tokenize string literals. |
| 02D7 | 47 |  | MOV B,A |  |
| 02D8 | FE22 |  | CPI '\"' |  |
| 02DA | CA1503 |  | JZ [FreeCopy](http://altairbasic.org/int_dis_5.htm#FreeCopy) |  |
| If char is null then we've reached the end of input, and can exit this function. |
| 02DD | B7 |  | ORA A |  |
| 02DE | CA2903 |  | JZ [Exit](http://altairbasic.org/int_dis_5.htm#Exit) |  |
| Here's where we start to see if we've got a keyword. |
| 02E1 | D5 |  | PUSH D | Preserve output ptr. |
| 02E2 | 0600 |  | MVI B,00 | Initialise Keyword ID to 0. |
| 02E4 | 115600 |  | LXI D,[KEYWORDS](http://altairbasic.org/int_dis_2.htm#KEYWORDS)-1 |  |
| 02E7 | E5 |  | PUSH H | Preserve input ptr. |
| 02E8 | 3E.. |  | MVI A,.. | LXI over get-next-char |
| fixme. |
| 02E9 | D7 | KwCompare | RST SyntaxCheck0 | Get next input char |
| 02EA | 13 |  | INX D |  |
| 02EB | 1A |  | LDAX D | Get keyword char to compare with. |
| 02EC | E67F |  | ANI 7F | Ignore bit 7 of keyword char. |
| 02EE | CAFF02 |  | JZ [NotAKeyword](http://altairbasic.org/int_dis_5.htm#NotAKeyword) | If keyword char==0, then end of keywords reached. |
| 02F1 | BE |  | CMP M | Keyword char matches input char? |
| 02F2 | C21C03 |  | JNZ [NextKeyword](http://altairbasic.org/int_dis_5.htm#NextKeyword) | If not, jump to get next keyword. |
| OK, so input char == keyword char. Now we test bit 7 of the keyword char : if it's 0 then we haven't yet reached the end of the keyword and so have to loop back to continue comparing. |
| 02F5 | 1A |  | LDAX D |  |
| 02F6 | B7 |  | ORA A |  |
| 02F7 | F2E902 |  | JP [KwCompare](http://altairbasic.org/int_dis_5.htm#KwCompare) |  |
| Matched a keyword! First thing we do is remove input ptr from the stack, as since we're matched to a keyword we don't need to go back and try to match another keyword - HL is already the correct input ptr. Then we set A to the keyword ID which gets written out in the next block but one (notice we LXI over the next block). |
| 02FA | F1 |  | POP PSW | Remove input ptr from stack. We don't need it. |
| 02FB | 78 |  | MOV A,B | A=Keyword ID |
| 02FC | F680 |  | ORI 80 | Set bit 7 (indicates a keyword) |
| 02FE | F2.... |  | JP .... | LXI trick again. |
| Here we have found that the input does not lead with a keyword, so we restore the input ptr and write out the literal character. |
| 02FF | E1 | NotAKeyword | POP H | Restore input ptr |
| 0300 | 7E |  | MOV A,M | and get input char |
| Write character, and advance buffer pointers. |
| 0301 | D1 |  | POP D | Restore output ptr |
| 0302 | 23 | WriteChar | INX H | Advance input ptr |
| 0303 | 12 |  | STAX D | Store output char |
| 0304 | 13 |  | INX D | Advance output ptr |
| 0305 | 0C |  | INR C | C++ (arf!). |
| If we've just written the ID of keyword REM then we need to freecopy the rest of the line. Here we test for REM (8E) and jump back to the outer loop if it isn't. Note that if it is REM, then we set B to 0 so the freecopy won't stop prematurely. |
| 0306 | D68E |  | SUI 8E | If it's not the |
| 0308 | C2D102 |  | JNZ [Tokenize](http://altairbasic.org/int_dis_5.htm#Tokenize)+5 |  |
| 030B | 47 |  | MOV B,A | B=0 |
| Free copy loop. This loop copies from input to output without tokenizing, as needs to be done for string literals and comment lines. The B register holds the terminating character - when this char is reached the free copy is complete and it jumps back |
| 030C | 7E | FreeCopyLoop | MOV A,M | A=Input char |
| 030D | B7 |  | ORA A | If char is null then exit |
| 030E | CA2903 |  | JZ [Exit](http://altairbasic.org/int_dis_5.htm#Exit) |  |
| 0311 | B8 |  | CMP B | If input char is term char then |
| 0312 | CA0203 |  | JZ [WriteChar](http://altairbasic.org/int_dis_5.htm#WriteChar) | we're done free copying. |
| 0315 | 23 | FreeCopy | INX H |  |
| 0316 | 12 |  | STAX D |  |
| 0317 | 0C |  | INR C |  |
| 0318 | 13 |  | INX D |  |
| 0319 | C30C03 |  | JMP [FreeCopyLoop](http://altairbasic.org/int_dis_5.htm#FreeCopyLoop) |  |
| NextKeyword. Advances keyword ptr in DE to point to the next keyword in the table, then jumps back to KwCompare to see if it matches. Note we also increment the keyword ID. |
| 031C | E1 | NextKeyword | POP H | Restore input ptr |
| 031D | E5 |  | PUSH H |  |
| 031E | 04 |  | INR B | Keyword ID ++; |
| 031F | EB |  | XCHG | HL=keyword table ptr |
| 0320 | B6 | NextKwLoop | ORA M | Loop until |
| 0321 | 23 |  | INX H | bit 7 of previous |
| 0322 | F22003 |  | JP [NextKwLoop](http://altairbasic.org/int_dis_5.htm#NextKwLoop) | keyword char is set. |
| 0325 | EB |  | XCHG | DE=keyword ptr, HL=input ptr |
| 0326 | C3EB02 |  | JMP [KwCompare](http://altairbasic.org/int_dis_5.htm#KwCompare)+2 |  |
| Exit. Restore LINE\_BUFFER to HL, null-terminated the tokenized line buffer (three times in fact - why?) and return. |
| 0329 | 211201 | Exit | LXI H,[LINE\_BUFFER](http://altairbasic.org/int_dis_3.htm#LINE_BUFFER) |  |
| 032C | 12 |  | STAX D |  |
| 032D | 13 |  | INX D |  |
| 032E | 12 |  | STAX D |  |
| 032F | 13 |  | INX D |  |
| 0330 | 12 |  | STAX D |  |
| 0331 | C9 |  | RET |  |

### InputLine

Gets a line of input into LINE\_BUFFER.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0332 | 05 | Backspace | DCR B | Char count--; |
| 0333 | 2B |  | DCX H | Input ptr--; |
| 0334 | DF |  | RST [OutChar](http://altairbasic.org/int_dis_1.htm#OutChar) | Print backspace char. |
| 0335 | C24103 |  | JNZ [InputNext](http://altairbasic.org/int_dis_5.htm#InputNext) |  |
| 0338 | DF | ResetInput | RST [OutChar](http://altairbasic.org/int_dis_1.htm#OutChar) |  |
| 0339 | CD8A05 |  | CALL [NewLine](http://altairbasic.org/int_dis_14.htm#NewLine) |  |
| 033C | 211301 | InputLine | LXI H,[LINE\_BUFFER](http://altairbasic.org/int_dis_3.htm#LINE_BUFFER) |  |
| 033F | 0601 |  | MVI B,01 |  |
| Get a character and jump out of here if user has pressed 'Enter'. |
| 0341 | CD8203 | InputNext | CALL [InputChar](http://altairbasic.org/int_dis_6.htm#InputChar) |  |
| 0344 | FE0D |  | CPI '\r' |  |
| 0346 | CA8505 |  | JZ [TerminateInput](http://altairbasic.org/int_dis_14.htm#TerminateInput) |  |
| If user has not given a printable character, then loop back until they do. |
| 0349 | FE20 |  | CPI ' ' | If < ' ' |
| 034B | DA4103 |  | JC [InputNext](http://altairbasic.org/int_dis_5.htm#InputNext) | or |
| 034E | FE7D |  | CPI 7D | > '}' |
| 0350 | D24103 |  | JNC [InputNext](http://altairbasic.org/int_dis_5.htm#InputNext) | then loop back. |
| Deal with line-abort. The character for this key was '@'. |
| 0353 | FE40 |  | CPI '@' |  |
| 0355 | CA3803 |  | JZ [ResetInput](http://altairbasic.org/int_dis_5.htm#ResetInput) |  |
| Deal with backspace. The character for this key was '\_'. |
| 0358 | FE5F |  | CPI '\_' |  |
| 035A | CA3203 |  | JZ [Backspace](http://altairbasic.org/int_dis_5.htm#Backspace) |  |
| A normal character has been pressed. Here we store it in LINE\_BUFFER, only we don't if the terminal width has been exceeded. If the terminal width is exceeded then we ring the bell (ie print ASCII code 7) and ignore the char. Finally we loop back for the next input character. |
| 035D | 4F |  | MOV C,A |  |
| 035E | 78 |  | MOV A,B |  |
| 035F | FE48 |  | CPI 48 |  |
| 0361 | 3E07 |  | MVI A,07 |  |
| 0363 | D26A03 |  | JNC 036A |  |
| 0366 | 79 |  | MOV A,C | Write char to LINE\_BUFFER. |
| 0367 | 71 |  | MOV M,C |  |
| 0368 | 23 |  | INX H |  |
| 0369 | 04 |  | INR B |  |
| 036A | DF |  | RST [OutChar](http://altairbasic.org/int_dis_1.htm#OutChar) |  |
| 036B | C34103 |  | JMP [InputNext](http://altairbasic.org/int_dis_5.htm#InputNext) |  |

## 1.6 Terminal I/O

### OutChar\_tail

Prints a character to the terminal. On entry, the char to be printed is on the stack and A holds TERMINAL\_X. If the current line is up to the maximum width then we print a new line and update the terminal position. Then we print the character - to do this we loop until the device is ready to receive a char and then write it out.

|  |
| --- |
| If terminal width reached then print new line. Note that NewLine returns with A=0, so TERMINAL\_X gets reset properly. |
| 036E | FE4E | OutChar\_tail | CPI 48 |  |
| 0370 | CC8A05 |  | CZ [NewLine](http://altairbasic.org/int_dis_14.htm#NewLine) |  |
| 0373 | 3C |  | INR A |  |
| 0374 | 322700 |  | STA [TERMINAL\_X](http://altairbasic.org/int_dis_1.htm#TERMINAL_X) |  |
| Wait for terminal device to become ready for output. |
| 0377 | DB00 | WaitTermReady | IN 00 |  |
| 0379 | E680 |  | ANI 80 |  |
| 037B | C27703 |  | JNZ [WaitTermReady](http://altairbasic.org/int_dis_6.htm#WaitTermReady) |  |
| Get char off stack and write it out. |
| 037E | F1 |  | POP PSW |  |
| 037F | D301 |  | OUT 01 |  |
| 0381 | C9 |  | RET |  |

### InputChar

Gets one char of input from the user.

|  |
| --- |
| Firstly loop until device ready |
| 0382 | DB00 | InputChar | IN 00 |  |
| 0384 | E601 |  | ANI 01 |  |
| 0386 | C28203 |  | JNZ [InputChar](http://altairbasic.org/int_dis_6.htm#InputChar) |  |
| Read char from IO bus, reset bit 7, and return. |
| 0389 | DB01 |  | IN 01 |  |
| 038B | E67F |  | ANI 7F |  |
| 038D | C9 |  | RET |  |

## 1.7 LIST Handler

### List

Lists the program. As the stored program is in tokenised form (ie keywords are represented with single byte numeric IDs) LIST is more complex than a simple memory dump. When it meets a keyword ID it looks it up in the keywords table and prints it.

|  |
| --- |
| Get the line number argument into DE and error back if a non-numeric argument was given. |
| 038E | CD9D04 | List | CALL [LineNumberFromStr](http://altairbasic.org/int_dis_11.htm#LineNumberFromStr) |  |
| 0391 | C0 |  | RNZ |  |
| 0392 | C1 |  | POP B | ?why get return address? |
| From the line number in DE, get the address of the starting program line onto the stack. |
| 0393 | CD7D02 |  | CALL [FindProgramLine](http://altairbasic.org/int_dis_5.htm#FindProgramLine) |  |
| 0396 | C5 |  | PUSH B |  |
| Pop the current program line address into HL, and get the address of the \*next\* program line into BC.. |
| 0397 | E1 | ListNextLine | POP H |  |
| 0398 | F7 |  | RST [PushNextWord](http://altairbasic.org/int_dis_1.htm#PushNextWord) |  |
| 0399 | C1 |  | POP B |  |
| If we've reached the null line at the end of the program, then exit. |
| 039A | 78 |  | MOV A,B |  |
| 039B | B1 |  | ORA C |  |
| 039C | CAF901 |  | JZ [Main](http://altairbasic.org/int_dis_5.htm#Main) |  |
| Allow user a chance to stop the program listing. |
| 039F | CD7304 |  | CALL [TestBreakKey](http://altairbasic.org/int_dis_10.htm#TestBreakKey) |  |
| 03A2 | C5 |  | PUSH B |  |
| 03A3 | CD8A05 |  | CALL [NewLine](http://altairbasic.org/int_dis_14.htm#NewLine) |  |
| Get current program line number into HL, and push current program line ptr onto the stack. |
| 03A6 | F7 |  | RST [PushNextWord](http://altairbasic.org/int_dis_1.htm#PushNextWord) |  |
| 03A7 | E3 |  | XTHL |  |
| Print the line number and prepare to print a space.. |
| 03A8 | CD370B |  | CALL [PrintInt](http://altairbasic.org/math_dis_10.htm#PrintInt) |  |
| 03AB | 3E20 |  | MVI A,' ' |  |
| Restore current line ptr to HL, print current character, advance current line ptr and |
| 03AD | E1 |  | POP H |  |
| 03AE | DF | ListChar | RST [OutChar](http://altairbasic.org/int_dis_1.htm#OutChar) |  |
| 03AF | 7E |  | MOV A,M |  |
| 03B0 | B7 |  | ORA A |  |
| 03B1 | 23 |  | INX H |  |
| 03B2 | CA9703 |  | JZ [ListNextLine](http://altairbasic.org/int_dis_7.htm#ListNextLine) |  |
| 03B5 | F2AE03 |  | JP [ListChar](http://altairbasic.org/int_dis_7.htm#ListChar) |  |
| Bit 7 of A is set, indicating a keyword ID. So we need to look the keyword up in the table and print it. |
| 03B8 | D67F |  | SUI 7F | A is now keyword index + 1. |
| 03BA | 4F |  | MOV C,A |  |
| 03BB | E5 |  | PUSH H |  |
| 03BC | 115700 |  | LXI D,[KEYWORDS](http://altairbasic.org/int_dis_2.htm#KEYWORDS) |  |
| 03BF | D5 |  | PUSH D |  |
| Find the start of the next keyword. |
| 03C0 | 1A | ToNextKeyword | LDAX D |  |
| 03C1 | 13 |  | INX D |  |
| 03C2 | B7 |  | ORA A |  |
| 03C3 | F2C003 |  | JP [ToNextKeyword](http://altairbasic.org/int_dis_7.htm#ToNextKeyword) |  |
| Decrement keyword index and restore start of previous keyword to HL. If this is not yet the keyword we want, then loop back. |
| 03C6 | 0D |  | DCR C |  |
| 03C7 | E1 |  | POP H |  |
| 03C8 | C2BF03 |  | JNZ [ToNextKeyword](http://altairbasic.org/int_dis_7.htm#ToNextKeyword)-1 |  |
| Print the keyword. Note that printing of the last character is deferred to ListChar in the main loop. |
| 03CB | 7E | PrintKeyword | MOV A,M |  |
| 03CC | B7 |  | ORA A |  |
| 03CD | FAAD03 |  | JM [ListChar](http://altairbasic.org/int_dis_7.htm#ListChar)-1 |  |
| 03D0 | DF |  | RST [OutChar](http://altairbasic.org/int_dis_1.htm#OutChar) |  |
| 03D1 | 23 |  | INX H |  |
| 03D2 | C3CB03 |  | JMP [PrintKeyword](http://altairbasic.org/int_dis_7.htm#PrintKeyword) |  |

## 1.8 FOR Handler

### For

Although FOR indicates the beginning of a program loop, the handler only gets called the once. Subsequent iterations of the loop return to the following statement or program line, not the FOR statement itself.

|  |
| --- |
| First we call LET to assign the initial value to the variable. On return, HL points to the next bit of program (the TO clause with any luck) |
| 03D5 | CD0205 | For | CALL [Let](http://altairbasic.org/int_dis_12.htm#Let) |  |
| Stick program ptr onto stack. We lose the return address, since we don't need it as this function conveniently falls into ExecNext by itself. |
| 03D8 | E3 |  | XTHL |  |
| 03D9 | CD9201 |  | CALL [GetFlowPtr](http://altairbasic.org/int_dis_4.htm#GetFlowPtr) |  |
| Get program ptr into DE. |
| 03DC | D1 |  | POP D |  |
| 03DD | C2E203 |  | JNZ 03E2 |  |
| 03E0 | 09 |  | DAD B |  |
| 03E1 | F9 |  | SPHL |  |
| HL=prog ptr, DE=stack. Here we check we've at least 8\*4 bytes of space to use for the flow struct. |
| 03E2 | EB |  | XCHG |  |
| 03E3 | 0E08 |  | MVI C,08 |  |
| 03E5 | CDB601 |  | CALL [CheckEnoughVarSpace](http://altairbasic.org/int_dis_4.htm#CheckEnoughVarSpace) |  |
| Get pointer to end of statement (or end of program line) onto stack. This is the prog ptr that NEXT will return to. |
| 03E8 | E5 |  | PUSH H |  |
| 03E9 | CDF504 |  | CALL [FindNextStatement](http://altairbasic.org/int_dis_11.htm#FindNextStatement) |  |
| 03EC | E3 |  | XTHL |  |
| Push current line number onto stack. |
| 03ED | E5 |  | PUSH H |  |
| 03EE | 2A6101 |  | LHLD [CURRENT\_LINE](http://altairbasic.org/int_dis_3.htm#CURRENT_LINE) |  |
| 03F1 | E3 |  | XTHL |  |
| Syntax check that TO clause is next. |
| 03F2 | CF |  | RST [SyntaxCheck](http://altairbasic.org/int_dis_1.htm#SyntaxCheck) |  |
| 03F3 | 95 |  | KWID\_TO |  |
| Evaluate expression following 'TO', and push the result of that expression (a floating point number of course) on the stack |
| 03F4 | CD8A06 |  | CALL [EvalExpression](http://altairbasic.org/int_dis_17.htm#EvalExpression) |  |
| 03F7 | E5 |  | PUSH H |  |
| 03F8 | CD1D0A |  | CALL [FCopyToBCDE](http://altairbasic.org/math_dis_6.htm#FCopyToBCDE) |  |
| 03FB | E1 |  | POP H |  |
| 03FC | C5 |  | PUSH B |  |
| 03FD | D5 |  | PUSH D |  |
| Initialise the STEP value in BCDE to 1. |
| 03FE | 010081 |  | LXI B,8100 |  |
| 0401 | 51 |  | MOV D,C |  |
| 0402 | 5A |  | MOV E,D |  |
| If a STEP clause has not been given, skip ahead with the direction byte (in A) as 0x01. |
| 0403 | 7E |  | MOV A,M |  |
| 0404 | FE97 |  | CPI KWID\_STEP |  |
| 0406 | 3E01 |  | MVI A,01 |  |
| 0408 | C21404 |  | JNZ [PushStepValue](http://altairbasic.org/int_dis_8.htm#PushStepValue) |  |
| STEP clause has been given so we evaluate it and get it into BCDE. The sign of this value becomes the direction byte (0x01 for fowards, 0xFF for backwards). |
| 040B | CD8B06 |  | CALL [EvalExpression](http://altairbasic.org/int_dis_17.htm#EvalExpression)+1 |  |
| 040E | E5 |  | PUSH H |  |
| 040F | CD1D0A |  | CALL [FCopyToBCDE](http://altairbasic.org/math_dis_6.htm#FCopyToBCDE) |  |
| 0412 | EF |  | RST [FTestSign](http://altairbasic.org/int_dis_1.htm#FTestSign) |  |
| 0413 | E1 |  | POP H |  |
| Push the STEP value onto the stack. |
| 0414 | C5 | PushStepValue | PUSH B |  |
| 0415 | D5 |  | PUSH D |  |
| Push A onto stack. (A=1 if no step clause, else ???) |
| 0416 | F5 |  | PUSH PSW |  |
| 0417 | 33 |  | INX SP |  |
| Push the prog ptr to the end of the FOR statement (kept on PROG\_PTR\_TEMP) on the stack. |
| 0418 | E5 |  | PUSH H |  |
| 0419 | 2A5D01 |  | LHLD [PROG\_PTR\_TEMP](http://altairbasic.org/int_dis_3.htm#PROG_PTR_TEMP) |  |
| 041C | E3 |  | XTHL |  |
| Push KWID\_FOR onto the stack, and fall into ExecNext |
| 041D | 0681 | EndOfForHandler | MVI B,KWID\_FOR |  |
| 041F | C5 |  | PUSH B |  |
| 0420 | 33 |  | INX SP |  |

## 1.9 Execution

### ExecNext

Having exec'd one statement, this block moves on to the next statement in the line or the next line if there are no more statements on the current line.

|  |
| --- |
| Give user a chance to break the execution. |
| 0421 | CD7304 | ExecNext | CALL [TestBreakKey](http://altairbasic.org/int_dis_10.htm#TestBreakKey) |  |
| If we have a ':' then that's a statement seperator (which allows multiple statements on the same line) so we jump to Exec to run it. |
| 0424 | 7E |  | MOV A,M |  |
| 0425 | FE3A |  | CPI ':' |  |
| 0427 | CA3E04 |  | JZ [Exec](http://altairbasic.org/int_dis_9.htm#Exec) |  |
| Well it wasn't a statement seperator, therefore it must be the null byte terminating the line otherwise it's a syntax error. |
| 042A | B7 |  | ORA A |  |
| 042B | C2D001 |  | JNZ [SyntaxError](http://altairbasic.org/int_dis_4.htm#SyntaxError) |  |
| The next two bytes should be the address of the next line. We can ignore this, since lines are stored consecutively, but must jump back to Main if we've reached the end of the program |
| 042E | 23 |  | INX H |  |
| 042F | 7E |  | MOV A,M |  |
| 0430 | 23 |  | INX H |  |
| 0431 | B6 |  | ORA M |  |
| 0432 | 23 |  | INX H |  |
| 0433 | CAF901 |  | JZ [Main](http://altairbasic.org/int_dis_5.htm#Main) |  |
| Get the number of the following program line, store it in CURRENT\_LINE and fall into Exec to run it. |
| 0436 | 5E |  | MOV E,M |  |
| 0437 | 23 |  | INX H |  |
| 0438 | 56 |  | MOV D,M |  |
| 0439 | EB |  | XCHG |  |
| 043A | 226101 |  | SHLD [CURRENT\_LINE](http://altairbasic.org/int_dis_3.htm#CURRENT_LINE) |  |
| 043D | EB |  | XCHG |  |

### Exec

Executes a statement of BASIC code pointed to by HL.

|  |
| --- |
| Get first character of statement. |
| 043E | D7 | Exec | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| Stick address of ExecNext onto stack so we can return to it. |
| 043F | 112104 |  | LXI D,[ExecNext](http://altairbasic.org/int_dis_9.htm#ExecNext) |  |
| 0442 | D5 |  | PUSH D |  |
| Return immediately if this is an empty statement. |
| 0443 | C8 |  | RZ |  |
| See if we lead with a keyword, ie first byte is >=0x80. If it isn't then it might be an implicit LET statement (ie where the LET has not been typed) and so we defer to the LET handler to deal with it. |
| 0444 | D680 |  | SUI 80 |  |
| 0446 | DA0205 |  | JC [Let](http://altairbasic.org/int_dis_12.htm#Let) |  |
| If it's not a general keyword then that's a syntax error. |
| 0449 | FE14 |  | CPI 14 |  |
| 044B | D2D001 |  | JNC [SyntaxError](http://altairbasic.org/int_dis_4.htm#SyntaxError) |  |
| Ok so we have a general keyword, so here we get the address of the handling function into HL, preserving the program ptr in DE. |
| 044E | 07 |  | RLC | BC = A\*2 |
| 044F | 4F |  | MOV C,A |  |
| 0450 | 0600 |  | MVI B,00 |  |
| 0452 | EB |  | XCHG |  |
| 0453 | 21D200 |  | LXI H,[KW\_GENERAL\_FNS](http://altairbasic.org/int_dis_2.htm#KW_GENERAL_FNS) |  |
| 0456 | 09 |  | DAD B |  |
| Read the keyword handler function address into BC. |
| 0457 | 4E |  | MOV C,M |  |
| 0458 | 23 |  | INX H |  |
| 0459 | 46 |  | MOV B,M |  |
| Stick keyword handler function address on stack, restore program ptr to HL, get the next character of the statement, and return to the keyword handler function. |
| 045A | C5 |  | PUSH B |  |
| 045B | EB |  | XCHG |  |
| 045C | D7 |  | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| 045D | C9 |  | RET |  |

## 1.10 More Utility Functions

### NextChar\_tail

|  |
| --- |
| Jump back if we've got a space char, since we're not interested in spaces. |
| 045E | FE20 | NextChar\_tail | CPI ' ' |  |
| 0460 | CA1000 |  | JZ [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| Set carry flag if char >= '0'. |
| 0463 | FE30 |  | CPI '0' |  |
| 0465 | 3F |  | CMC |  |
| Test for null char without affecting carry flag. |
| 0466 | 3C |  | INR A |  |
| 0467 | 3D |  | DCR A |  |
| 0468 | C9 |  | RET |  |

### Restore

Resets the data pointer to just before the start of the program.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0469 | EB | Restore | XCHG |  |
| 046A | 2A6501 |  | LHLD [PROGRAM\_BASE](http://altairbasic.org/int_dis_3.htm#PROGRAM_BASE) |  |
| 046D | 2B |  | DCX H |  |
| 046E | 226D01 |  | SHLD [DATA\_PROG\_PTR](http://altairbasic.org/int_dis_3.htm#DATA_PROG_PTR) |  |
| 0471 | EB |  | XCHG |  |
| 0472 | C9 |  | RET |  |

### TestBreakKey

Apparently the Altair had a 'break' key, to break program execution. This little function tests to see if the terminal input device is ready, and returns if it isn't. If it is ready (ie user has pressed a key) then it reads the char from the device, compares it to the code for the break key (0x03) and jumps to Stop. Since the first instruction at Stop is RNZ, this will return at once if the user pressed some other key.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0473 | DB00 | TestBreakKey | IN 00 | Exit if no key pressed. |
| 0475 | E601 |  | ANI 01 |  |
| 0477 | C0 |  | RNZ |  |
| 0478 | CD8203 |  | CALL [InputChar](http://altairbasic.org/int_dis_6.htm#InputChar) |  |
| 047B | FE03 |  | CPI 03 | Break key? |
| 047D | C3F701 |  | JMP [Stop](http://altairbasic.org/int_dis_5.htm#Stop) |  |

### CharIsAlpha

If character pointed to by HL is alphabetic, the carry flag is reset otherwise set.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0480 | 7E | CharIsAlpha | MOV A,M |  |
| 0481 | FE41 |  | CPI 'A' |  |
| 0483 | D8 |  | RC |  |
| 0484 | FE5B |  | CPI 'Z'+1 |  |
| 0486 | 3F |  | CMC |  |
| 0487 | C9 |  | RET |  |

### GetSubscript

Gets the subscript of an array variable encountered in an expression or a DIM declaration. The subscript is returned as a positive integer in CDE.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0488 | D7 | GetSubscript | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| 0489 | CD8A06 |  | CALL [EvalExpression](http://altairbasic.org/int_dis_17.htm#EvalExpression) |  |
| If subscript is negative then jump to FC error below. |
| 048C | EF |  | RST [FTestSign](http://altairbasic.org/int_dis_1.htm#FTestSign) |  |
| 048D | FA9804 |  | JM [FunctionCallError](http://altairbasic.org/int_dis_10.htm#FunctionCallError) |  |
| Likewise, if subscript is >32767 then fall into FC error, otherwise exit to FAsInteger. |
| 0490 | 3A7201 |  | LDA [FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM)+3 |  |
| 0493 | FE90 |  | CPI 90 |  |
| 0495 | DA770A |  | JC [FAsInteger](http://altairbasic.org/math_dis_8.htm#FAsInteger) |  |
| Invalid function call (FC) error.. |
| 0498 | 1E08 | FunctionCallError | MVI E,08 |  |
| 049A | C3D501 |  | JMP [Error](http://altairbasic.org/int_dis_4.htm#Error) |  |

## 1.11 Jumping to Program Lines

### LineNumberFromStr

Gets a line number from a string pointer. The string pointer is passed in in HL, and the integer result is returned in DE. Leading spaces are skipped over, and it returns on finding the first non-digit. The largest possible line number is 65529 - it syntax errors out if the value of the first four digits is more then 6552.

One interesting feature of this function is that it returns with Z set if it found a valid number (or the string was empty), or NZ if the string didn't lead with a number.

|  |
| --- |
| Decrement string ptr (so we're pointing at preceding character) and initialise result to 0. |
| 049D | 2B | LineNumberFromStr | DCX H |  |
| 049E | 110000 |  | LXI D,0000 |  |
| Get next character and exit if it's not alphanumeric. |
| 04A1 | D7 | NextLineNumChar | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| 04A2 | D0 |  | RNC |  |
| 04A3 | E5 |  | PUSH H |  |
| 04A4 | F5 |  | PUSH PSW | Preserve flags |
| Syntax Error out if line number is already > 6552. This is really erroring out of the line number is >65529, since the next digit has not been counted in yet. |
| 04A5 | 219819 |  | LXI H,1998 | Decimal 6552 |
| 04A8 | E7 |  | RST [CompareHLDE](http://altairbasic.org/int_dis_1.htm#CompareHLDE) |  |
| 04A9 | DAD001 |  | JC [SyntaxError](http://altairbasic.org/int_dis_4.htm#SyntaxError) |  |
| Multiply result by 10. |
| 04AC | 62 |  | MOV H,D |  |
| 04AD | 6B |  | MOV L,E |  |
| 04AE | 19 |  | DAD D |  |
| 04AF | 29 |  | DAD H |  |
| 04B0 | 19 |  | DAD D |  |
| 04B1 | 29 |  | DAD H |  |
| 04B2 | F1 |  | POP PSW |  |
| Add this digit's value to the result and jump back. |
| 04B3 | D630 |  | SUI '0' |  |
| 04B5 | 5F |  | MOV E,A |  |
| 04B6 | 1600 |  | MVI D,00 |  |
| 04B8 | 19 |  | DAD D |  |
| 04B9 | EB |  | XCHG |  |
| 04BA | E1 |  | POP H |  |
| 04BB | C3A104 |  | JMP [NextLineNumChar](http://altairbasic.org/int_dis_11.htm#NextLineNumChar) |  |

### Gosub

Gosub sets up a flow struct on the stack and then falls into Goto. The flow struct is KWID\_GOSUB, preceded by the line number of the gosub statement, in turn preceded by prog ptr to just after the gosub statement.

|  |
| --- |
| Check we've got at least 12 bytes of memory spare. |
| 04BE | 0E03 | Gosub | MVI C,03 |  |
| 04C0 | CDB601 |  | CALL [CheckEnoughVarSpace](http://altairbasic.org/int_dis_4.htm#CheckEnoughVarSpace) |  |
| Preserve return address in BC. |
| 04C3 | C1 |  | POP B |  |
| Push prog ptr. |
| 04C4 | E5 |  | PUSH H |  |
| Push the current line number on the stack so we can RETURN to it later. |
| 04C5 | E5 |  | PUSH H |  |
| 04C6 | 2A6101 |  | LHLD [CURRENT\_LINE](http://altairbasic.org/int_dis_3.htm#CURRENT_LINE) |  |
| 04C9 | E3 |  | XTHL |  |
| Push keyword ID of 'GOSUB' onto stack. Note we only push the single byte. |
| 04CA | 168C |  | MVI D,KWID\_GOSUB |  |
| 04CC | D5 |  | PUSH D |  |
| 04CD | 33 |  | INX SP |  |
| Push return address preserved in BC, and fall into GOTO. |
| 04CE | C5 |  | PUSH B |  |

### Goto

Sets program execution to continue from the line number argument.

|  |
| --- |
| Get line number argument in DE and return NZ indicating syntax error if the argument was a non-number . |
| 04CF | CD9D04 | Goto | CALL [LineNumberFromStr](http://altairbasic.org/int_dis_11.htm#LineNumberFromStr) |  |
| 04D2 | C0 |  | RNZ |  |
| Look up the address of the program line with the provided number, put that into HL, and return if the program line was found (ie it exists). |
| 04D3 | CD7D02 |  | CALL [FindProgramLine](http://altairbasic.org/int_dis_5.htm#FindProgramLine) |  |
| 04D6 | 60 |  | MOV H,B |  |
| 04D7 | 69 |  | MOV L,C |  |
| 04D8 | 2B |  | DCX H |  |
| 04D9 | D8 |  | RC |  |
| Carry flag was not set by FindProgramLine so Undefined Subroutine (US) error. |
| 04DA | 1E0E |  | MVI E,0E |  |
| 04DC | C3D501 |  | JMP [Error](http://altairbasic.org/int_dis_4.htm#Error) |  |

### Return

Returns program execution to the statement following the last GOSUB. Information about where to return to is kept on the stack in a flow struct (see notes).

|  |
| --- |
| No arguments allowed. |
| 04DF | C0 | Return | RNZ |  |
| Get pointer to flow struct on stack |
| 04E0 | 16FF |  | MVI D,FF |  |
| 04E2 | CD9201 |  | CALL [GetFlowPtr](http://altairbasic.org/int_dis_4.htm#GetFlowPtr) |  |
| 04E5 | F9 |  | SPHL |  |
| If the first byte of the flow struct is not KWID\_GOSUB (as placed there by the Gosub handler) then the gosub can't have happened so exit to a Return without Gosub (RG) error. |
| 04E6 | FE8C |  | CPI KWID\_GOSUB |  |
| 04E8 | 1E04 |  | MVI E,04 |  |
| 04EA | C2D501 |  | JNZ [Error](http://altairbasic.org/int_dis_4.htm#Error) |  |
| Get line number of Gosub statement from flow struct into CURRENT\_LINE. |
| 04ED | E1 |  | POP H |  |
| 04EE | 226101 |  | SHLD [CURRENT\_LINE](http://altairbasic.org/int_dis_3.htm#CURRENT_LINE) |  |
| Set return address to ExecNext and pop the prog ptr to just after the Gosub statement into HL. |
| 04F1 | 212104 |  | LXI H,[ExecNext](http://altairbasic.org/int_dis_9.htm#ExecNext) |  |
| 04F4 | E3 |  | XTHL |  |

Safe to fall into FindNextStatement, since we're already at the end of the line!...

### FindNextStatement

Finds the end of the statement or the end of the program line.

**BUG**: There is an interesting bug in this block, although it's harmless as by luck it's impossible to see it. The byte at 04F7 is 0x10, an illegal instruction, which is in turn followed by a NOP. This illegal instruction is almost certainly supposed to be 0x0E, so as to become the two-byte instruction MOV C,00. If this were the case it would make perfect sense as the loop reads ahead until it finds a null byte terminating the line or whatever the C register is loaded with.

04F7 is jumped to in two places - it is the REM handler, and also when an IF statement's condition evals to false and the rest of the line needs to be skipped. Luckily in both these cases, C just happens to be loaded with a byte that cannot occur in the program so the null byte marking the end of the line is found as expected.

|  |
| --- |
| Load C with the statement seperator character, a colon ':', and also LXI over the illegal instruction (which is a bug - see above). |
| 04F5 | 013A.. | FindNextStatement | LXI B,..3A |  |
| 04F7 | 10 | Rem | ??? |  |
| 04F8 | 00 |  | NOP |  |
| 04F9 | 7E | FindNextStatementLoop | MOV A,M |  |
| 04FA | B7 |  | ORA A |  |
| 04FB | C8 |  | RZ |  |
| 04FC | B9 |  | CMP C |  |
| 04FD | C8 |  | RZ |  |
| 04FE | 23 |  | INX H |  |
| 04FF | C3F904 |  | JMP [FindNextStatementLoop](http://altairbasic.org/int_dis_11.htm#FindNextStatementLoop) |  |

## 1.12 Assigning Variables

### Let

Assigns a value to a variable.

|  |
| --- |
| First call GetVar. This returns the address of the variable's value in DE, allocating space for it if it doesn't already exist. |
| 0502 | CD1B07 | Let | CALL [GetVar](http://altairbasic.org/int_dis_18.htm#GetVar) |  |
| Check that '=' follows the variable name. |
| 0505 | CF |  | RST [SyntaxCheck](http://altairbasic.org/int_dis_1.htm#SyntaxCheck) |  |
| 0506 | 9D |  | = |  |

### AssignVar

Assigns the result of the BASIC expression at HL to the variable pointed to by DE.

|  |
| --- |
| Preserve variable address on stack and get the variable value into FACCUM. |
| 0507 | D5 | AssignVar | PUSH D |  |
| 0508 | CD8A06 |  | CALL [EvalExpression](http://altairbasic.org/int_dis_17.htm#EvalExpression) |  |
| Swap (SP) and HL, so HL now holds the address of the variable's value and the program ptr is on the stack. |
| 050B | E3 |  | XTHL |  |
| Store variable address in PROG\_PTR\_TEMP, don't know why. |
| 050C | 225D01 |  | SHLD [PROG\_PTR\_TEMP](http://altairbasic.org/int_dis_3.htm#PROG_PTR_TEMP) |  |
| Store FACCUM (the expression result) in the variable and get the variable value address into DE. |
| 050F | E5 |  | PUSH H |  |
| 0510 | CD290A |  | CALL [FCopyToMem](http://altairbasic.org/math_dis_6.htm#FCopyToMem) |  |
| 0513 | D1 |  | POP D |  |
| Restore program ptr to HL and return. |
| 0514 | E1 |  | POP H |  |
| 0515 | C9 |  | RET |  |

## 1.13 IF Keyword Handler

### If

Evaluates a condition. A condition has three mandatory parts : a left-hand side expression, a comparison operator, and a right-hand side expression. Examples are 'A=2', 'B<=4' and so on.

The comparison operator is one or more of the three operators '>', '=', and '<'. Since these three operators can appear more than once, and in any order, the code does something rather clever to convert them to a single 'comparison operator value'. This value has bit 0 set if '>' is present, bit 1 for '=', and bit 2 for '<'. Thus the comparison operators '<=' and '=<' are both 6, likewise '>=' and '=>' are both 3, and '<>' is 5

You can therefore get away with stupid operators such as '>>>>>' (value 1, the same as a single '>') and '>=<' (value 7), the latter being particularly dense as it causes the condition to always evaluate to true.

|  |
| --- |
| Get left-hand side expression onto stack. Also get first byte of comparison operator into A. |
| 0516 | CD8A06 | If | CALL [EvalExpression](http://altairbasic.org/int_dis_17.htm#EvalExpression) |  |
| 0519 | 7E |  | MOV A,M |  |
| 051A | CD020A |  | CALL [FPush](http://altairbasic.org/math_dis_6.htm#FPush) |  |
| Get value for comparison operator. Fixme: This needs proper working out as I suspect it's brilliant! |
| 051D | 1600 |  | MVI D,00 |  |
| 051F | D69C | GetCompareOpLoop | SUI KWID\_> |  |
| 0521 | DA3205 |  | JC [GotCompareOp](http://altairbasic.org/int_dis_13.htm#GotCompareOp) |  |
| 0524 | FE03 |  | CPI 03 |  |
| 0526 | D23205 |  | JNC [GotCompareOp](http://altairbasic.org/int_dis_13.htm#GotCompareOp) |  |
| 0529 | FE01 |  | CPI 01 |  |
| 052B | 17 |  | RAL |  |
| 052C | B2 |  | ORA D |  |
| 052D | 57 |  | MOV D,A |  |
| 052E | D7 |  | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| 052F | C31F05 |  | JMP [GetCompareOpLoop](http://altairbasic.org/int_dis_13.htm#GetCompareOpLoop) |  |
| If no comparison operator value, then syntax error out. |
| 0532 | 7A | GotCompareOp | MOV A,D |  |
| 0533 | B7 |  | ORA A |  |
| 0534 | CAD001 |  | JZ [SyntaxError](http://altairbasic.org/int_dis_4.htm#SyntaxError) |  |
| Preserve comparison operator value on stack and evaluate the right hand side of the condition. |
| 0537 | F5 |  | PUSH PSW |  |
| 0538 | CD8A06 |  | CALL [EvalExpression](http://altairbasic.org/int_dis_17.htm#EvalExpression) |  |
| Syntax check for the THEN keyword. |
| 053B | CF |  | RST [SyntaxCheck](http://altairbasic.org/int_dis_1.htm#SyntaxCheck) |  |
| 053C | 96 |  | KWID\_THEN |  |
|  |
| 053D | 2B |  | DCX H |  |
| 053E | F1 |  | POP PSW |  |
| 053F | C1 |  | POP B |  |
| 0540 | D1 |  | POP D |  |
| 0541 | E5 |  | PUSH H |  |
| 0542 | F5 |  | PUSH PSW |  |
| 0543 | CD4C0A |  | CALL [FCompare](http://altairbasic.org/math_dis_7.htm#FCompare) |  |
| 0546 | 3C |  | INR A |  |
| 0547 | 17 |  | RAL |  |
| 0548 | C1 |  | POP B |  |
| 0549 | A0 |  | ANA B |  |
| 054A | E1 |  | POP H |  |
| 054B | CAF704 |  | JZ 04F7 |  |
| Condition evaluated to True. Here we get the first character of the THEN statement, and if it's a digit then we jump to GOTO's handler as it's an implicit GOTO. Otherwise we jump to near the top of Exec to run the THEN statement. |
| 054E | D7 |  | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| 054F | DACF04 |  | JC [Goto](http://altairbasic.org/int_dis_11.htm#Goto) |  |
| 0552 | C34304 |  | JMP [Exec](http://altairbasic.org/int_dis_9.htm#Exec)+5 |  |

## 1.14 Printing

### Print

Prints something! It can be an empty line, a single expression/literal, or multiple expressions/literals seperated by tabulation directives (comma, semi-colon, or the TAB keyword).

|  |
| --- |
| If end of line has been reached than exit via NewLine. Note that the handler function starts on the third line. |
| 0555 | 2B |  | DCX H |  |
| 0556 | D7 |  | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| 0557 | CA8A05 | Print | JZ [NewLine](http://altairbasic.org/int_dis_14.htm#NewLine) |  |
| 055A | C8 |  | RZ |  |
| If the start of a string literal (ie characters enclosed in double-quotes), then print it. If this function returns having found the end of the line then jump back (instead of simply RZ-ing) to the top so that NewLine gets called. |
| 055B | FE22 |  | CPI '"' |  |
| 055D | CCA205 |  | CZ [PrintString](http://altairbasic.org/int_dis_14.htm#PrintString) |  |
| 0560 | CA5505 |  | JZ [Print](http://altairbasic.org/int_dis_14.htm#Print)-2 |  |
| If TAB( keyword id, then jump to the Tab() handler. |
| 0563 | FE94 |  | CPI KWID\_TAB |  |
| 0565 | CAC705 |  | JZ [Tab](http://altairbasic.org/int_dis_14.htm#Tab) |  |
| 0568 | E5 |  | PUSH H |  |
| If we have a comma, then that means we have to move to the next tab break. |
| 0569 | FE2C |  | CPI ',' |  |
| 056B | CAB305 |  | JZ [ToNextTabBreak](http://altairbasic.org/int_dis_14.htm#ToNextTabBreak) |  |
| If we have a semi-colon, then we don't need to do anything - just jump to the end of Tab() which restores the prog ptr and loops back to Print-2. |
| 056E | FE3B |  | CPI ';' |  |
| 0570 | CADF05 |  | JZ [ExitTab](http://altairbasic.org/int_dis_14.htm#ExitTab) |  |
| We've got an expression to print. First we discard the prog ptr kept on the stack, and evaluate the expression to print. |
| 0573 | C1 |  | POP B |  |
| 0574 | CD8A06 |  | CALL [EvalExpression](http://altairbasic.org/int_dis_17.htm#EvalExpression) |  |
| Preserve the prog ptr and convert the numeric expression result (in FACCUM of course) to a string and print it.. |
| 0577 | E5 |  | PUSH H |  |
| 0578 | CD420B |  | CALL [FOut](http://altairbasic.org/math_dis_10.htm#FOut) |  |
| 057B | CDA305 |  | CALL [PrintString](http://altairbasic.org/int_dis_14.htm#PrintString) |  |
| Print a space. Expressions are printed with a trailing space, don't know why. |
| 057E | 3E20 |  | MVI A,' ' |  |
| 0580 | DF |  | RST [OutChar](http://altairbasic.org/int_dis_1.htm#OutChar) |  |
| Restore the prog ptr and jump back to continue with the rest of the print statement. |
| 0581 | E1 |  | POP H |  |
| 0582 | C35505 |  | JMP [Print](http://altairbasic.org/int_dis_14.htm#Print)-2 |  |

### TerminateInput

HL points to just beyond the last byte of a line of user input. Here we write a null byte to terminate it, reset HL to point to the start of the input line buffer, then fall into NewLine.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0585 | 3600 | TerminateInput | MVI M,00 |  |
| 0587 | 211201 |  | LXI H,[LINE\_BUFFER](http://altairbasic.org/int_dis_3.htm#LINE_BUFFER)-1 |  |

### NewLine

Prints carriage return + line feed, plus a series of nulls which was probably due to some peculiarity of the teletypes of the day.

|  |
| --- |
| Print carriage return and save the ASCII value 13 to TERMINAL\_X |
| 058A | 3E0D | NewLine | MVI A,'\r' |  |
| 058C | 322700 |  | STA [TERMINAL\_X](http://altairbasic.org/int_dis_1.htm#TERMINAL_X) |  |
| 058F | DF |  | RST [OutChar](http://altairbasic.org/int_dis_1.htm#OutChar) |  |
| Print line feed. |
| 0590 | 3E0A |  | MVI A,'\n' |  |
| 0592 | DF |  | RST [OutChar](http://altairbasic.org/int_dis_1.htm#OutChar) |  |
| Print nulls, the number of which is taken from TERMINAL\_Y. TERMINAL\_X is reset to 0. |
| 0593 | 3A2600 |  | LDA [TERMINAL\_Y](http://altairbasic.org/int_dis_1.htm#TERMINAL_Y) |  |
| 0596 | 3D | PrintNullLoop | DCR A |  |
| 0597 | 322700 |  | STA [TERMINAL\_X](http://altairbasic.org/int_dis_1.htm#TERMINAL_X) |  |
| 059A | C8 |  | RZ |  |
| 059B | F5 |  | PUSH PSW |  |
| 059C | AF |  | XRA A |  |
| 059D | DF |  | RST [OutChar](http://altairbasic.org/int_dis_1.htm#OutChar) |  |
| 059E | F1 |  | POP PSW |  |
| 059F | C39605 |  | JMP [PrintNullLoop](http://altairbasic.org/int_dis_14.htm#PrintNullLoop) |  |

### PrintString

Prints a string to the terminal. Printing stops when a null byte or a '"' character is reached.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 05A2 | 23 |  | INX H |  |
| 05A3 | 7E | PrintString | MOV A,M |  |
| 05A4 | B7 |  | ORA A |  |
| 05A5 | C8 |  | RZ |  |
| 05A6 | 23 |  | INX H |  |
| 05A7 | FE22 |  | CPI '"' |  |
| 05A9 | C8 |  | RZ |  |
| 05AA | DF |  | RST [OutChar](http://altairbasic.org/int_dis_1.htm#OutChar) |  |
| 05AB | FE0D |  | CPI '\r' |  |
| 05AD | CC8A05 |  | CZ [NewLine](http://altairbasic.org/int_dis_14.htm#NewLine) |  |
| 05B0 | C3A305 |  | JMP [PrintString](http://altairbasic.org/int_dis_14.htm#PrintString) |  |

### ToNextTabBreak

Calculate how many spaces are needed to get us to the next tab-break then jump to PrintSpaces to do it.

|  |
| --- |
| If current character output position is beyond the last tab-break column, then call NewLine and jump to ExitTab. |
| 05B3 | 3A2700 | ToNextTabBreak | LDA [TERMINAL\_X](http://altairbasic.org/int_dis_1.htm#TERMINAL_X) |  |
| 05B6 | FE38 |  | CPI 38 |  |
| 05B8 | D48A05 |  | CNC [NewLine](http://altairbasic.org/int_dis_14.htm#NewLine) |  |
| 05BB | D2DF05 |  | JNC [ExitTab](http://altairbasic.org/int_dis_14.htm#ExitTab) |  |
| Get the number of spaces required to reach the next tab break. A = (14 - (A % 14)) - 1. |
| 05BE | D60E | CalcSpaceCount | SUI 0E |  |
| 05C0 | D2BE05 |  | JNC [CalcSpaceCount](http://altairbasic.org/int_dis_14.htm#CalcSpaceCount) |  |
| 05C3 | 2F |  | CMA |  |
| Jump to print the required number of spaces. |
| 05C4 | C3D605 |  | JMP [PrintSpaces](http://altairbasic.org/int_dis_14.htm#PrintSpaces) |  |

### Tab

Tabulation. The TAB keyword takes an integer argument denoting the absolute column to print spaces up to.

|  |
| --- |
| Get positive integer argument (the function called errors out if it's not a positive integer) into E |
| 05C7 | CD8804 | Tab | CALL [GetSubscript](http://altairbasic.org/int_dis_10.htm#GetSubscript) |  |
| Syntax check for closing bracket. |
| 05CA | CF |  | RST [SyntaxCheck](http://altairbasic.org/int_dis_1.htm#SyntaxCheck) |  |
| 05CB | 29 |  | ')' |  |
| Preserve prog ptr (minus one cos it gets incremented later). |
| 05CC | 2B |  | DCX H |  |
| 05CD | E5 |  | PUSH H |  |
| Get the number of spaces we need to print. This number is the argument in E minus TERMINAL\_X. If this is 0 or a negative number then we can't print any spaces so jump ahead to ExitTab. Note the math is a bit backward - this is a better way of doing it, memory-wise. |
| 05CE | 3A2700 |  | LDA [TERMINAL\_X](http://altairbasic.org/int_dis_1.htm#TERMINAL_X) |  |
| 05D1 | 2F |  | CMA |  |
| 05D2 | 83 |  | ADD E |  |
| 05D3 | D2DF05 |  | JNC [ExitTab](http://altairbasic.org/int_dis_14.htm#ExitTab) |  |
| Print A+1 spaces. |
| 05D6 | 3C | PrintSpaces | INR A |  |
| 05D7 | 47 |  | MOV B,A |  |
| 05D8 | 3E20 |  | MVI A,' ' |  |
| 05DA | DF | PrintSpaceLoop | RST [OutChar](http://altairbasic.org/int_dis_1.htm#OutChar) |  |
| 05DB | 05 |  | DCR B |  |
| 05DC | C2DA05 |  | JNZ [PrintSpaceLoop](http://altairbasic.org/int_dis_14.htm#PrintSpaceLoop) |  |
| Restore the prog ptr, get the next character of program and jump back to the Print keyword handler. |
| 05DF | E1 | ExitTab | POP H |  |
| 05E0 | D7 |  | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| 05E1 | C35A05 |  | JMP [Print](http://altairbasic.org/int_dis_14.htm#Print)+3 |  |

## 1.15 INPUT & READ Handlers

### Input

Let user input a number at a '?' prompt.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 05E4 | E5 | Input | PUSH H |  |
| Error out if in direct mode (ie not in a program). To do this we get the current line number + 1. If it's zero, then we're in direct mode. |
| 05E5 | 2A6101 |  | LHLD [CURRENT\_LINE](http://altairbasic.org/int_dis_3.htm#CURRENT_LINE) |  |
| 05E8 | 1E16 |  | MVI E,16 |  |
| 05EA | 23 |  | INX H |  |
| 05EB | 7D |  | MOV A,L |  |
| 05EC | B4 |  | ORA H |  |
| 05ED | CAD501 |  | JZ [Error](http://altairbasic.org/int_dis_4.htm#Error) |  |
| Get the input from the user and jump to Read+5. |
| 05F0 | CDC202 |  | CALL [InputLineWith'?'](http://altairbasic.org/int_dis_5.htm#InputLineWithxQx) |  |
| 05F3 | C3FB05 |  | JMP 05FB |  |

### Read

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 05F6 | E5 | Read | PUSH H |  |
| 05F7 | 2A6D01 |  | LHLD [DATA\_PROG\_PTR](http://altairbasic.org/int_dis_3.htm#DATA_PROG_PTR) |  |
| 05FA | F6AF |  | ORI AF |  |
| 05FB | AF |  | XRA A |  |
| 05FC | 325C01 |  | STA [INPUT\_OR\_READ](http://altairbasic.org/int_dis_3.htm#INPUT_OR_READ) |  |
| Preserve data prog ptr on stack and restore prog ptr to HL. This should point to the name of the variable to read data into. Note we also LXI over the syntax check for a comma that's done on subsequent reads. |
| 05FF | E3 |  | XTHL |  |
| 0600 | 01.... |  | LXI B,.... |  |
| 0601 | CF | ReadNext | RST [SyntaxCheck](http://altairbasic.org/int_dis_1.htm#SyntaxCheck) |  |
| 0602 | 2C |  | ',' |  |
| Get variable value address in DE. |
| 0603 | CD1B07 |  | CALL [GetVar](http://altairbasic.org/int_dis_18.htm#GetVar) |  |
| Preserve prog ptr and get data prog ptr into HL. |
| 0606 | E3 |  | XTHL |  |
| Preserve variable value address on stack. |
| 0607 | D5 |  | PUSH D |  |
| Get byte of data part of program. If this is a comma seperator then we've found our data item and can jump ahead to GotDataItem |
| 0608 | 7E |  | MOV A,M |  |
| 0609 | FE2C |  | CPI ',' |  |
| 060B | CA2006 |  | JZ [GotDataItem](http://altairbasic.org/int_dis_15.htm#GotDataItem) |  |
| If the next byte of data is not a null byte terminating the line then syntax error out. |
| 060E | B7 |  | ORA A |  |
| 060F | C2D001 |  | JNZ [SyntaxError](http://altairbasic.org/int_dis_4.htm#SyntaxError) |  |
| If we're READ'ing data then jump ahead to find the next DATA statement. |
| 0612 | 3A5C01 |  | LDA [INPUT\_OR\_READ](http://altairbasic.org/int_dis_3.htm#INPUT_OR_READ) |  |
| 0615 | B7 |  | ORA A |  |
| 0616 | 23 |  | INX H |  |
| 0617 | C23606 |  | JNZ [NextDataLine](http://altairbasic.org/int_dis_15.htm#NextDataLine)+1 |  |
| We've been called by the INPUT handler, and we have more inputs to take - the interpreter allows 'INPUT A,B,C' -type statement. So here we get the next input, only Bill has made a mistake here - he prints an unnecessary '?' , so the user gets two question marks for all inputs after the first one. |
| 061A | 3E3F |  | MVI A,'?' |  |
| 061C | DF |  | RST [OutChar](http://altairbasic.org/int_dis_1.htm#OutChar) |  |
| 061D | CDC202 |  | CALL [InputLineWith'?'](http://altairbasic.org/int_dis_5.htm#InputLineWithxQx) |  |
| Restore variable address, advance the data ptr so it points to the start of the next data item, and assign the data item to the variable. |
| 0620 | D1 | GotDataItem | POP D |  |
| 0621 | 23 |  | INX H |  |
| 0622 | CD0705 |  | CALL [AssignVar](http://altairbasic.org/int_dis_12.htm#AssignVar) |  |
| Get prog ptr off stack, and push data prog ptr, decrement prog ptr because AssignVar automatically advanced it, which we don't want. |
| 0625 | E3 |  | XTHL |  |
| 0626 | 2B |  | DCX H |  |
| Get next char of READ statement and jump back to ReadNext if the end of the line has not been reached. |
| 0627 | D7 |  | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| 0628 | C20106 |  | JNZ [ReadNext](http://altairbasic.org/int_dis_15.htm#ReadNext) |  |
| End of READ statement reached. |
| 062B | D1 |  | POP D |  |
| 062C | 3A5C01 |  | LDA [INPUT\_OR\_READ](http://altairbasic.org/int_dis_3.htm#INPUT_OR_READ) |  |
| 062F | B7 |  | ORA A |  |
| 0630 | C8 |  | RZ |  |
| 0631 | EB |  | XCHG |  |
| 0632 | C26E04 |  | JNZ 046E |  |
| Loop to find the next DATA line. Here we get the data prog ptr off the stack, and PushNextWord so the address of the next line is on the stack. |
| 0635 | E1 | NextDataLine | POP H |  |
| 0636 | F7 |  | RST [PushNextWord](http://altairbasic.org/int_dis_1.htm#PushNextWord) |  |
| PushNextWord has pushed the address of the next line on the stack, but it has also left this address in BC. Here we test to see if this address is null (ie the null line at the end of the program has been reached) and if so then 'Out of Data' (OD) error. |
| 0637 | 79 |  | MOV A,C |  |
| 0638 | B0 |  | ORA B |  |
| 0639 | 1E06 |  | MVI E,06 |  |
| 063B | CAD501 |  | JZ [Error](http://altairbasic.org/int_dis_4.htm#Error) |  |
| Get the first character of the line. If it's not the DATA keyword ID then loop back to try the next line. |
| 063E | 23 |  | INX H |  |
| 063F | D7 |  | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| 0640 | FE83 |  | CPI KWID\_DATA |  |
| 0642 | C23506 |  | JNZ [NextDataLine](http://altairbasic.org/int_dis_15.htm#NextDataLine) |  |
| Found a DATA line. We remove the prog ptr to the beginning of the line from the stack (we don't need it - we have the ptr in HL) and jump up to GotDataItem. |
| 0645 | C1 |  | POP B |  |
| 0646 | C32006 |  | JMP [GotDataItem](http://altairbasic.org/int_dis_15.htm#GotDataItem) |  |

## 1.16 NEXT Handler

### Next

|  |
| --- |
| The NEXT keyword is followed by the name of the FOR variable, so firstly we get the address of that variable into DE. |
| 0649 | CD1B07 | Next | CALL [GetVar](http://altairbasic.org/int_dis_18.htm#GetVar) |  |
| Save the prog ptr in HL to PROG\_PTR\_TEMP. This currently points to the end of the NEXT statement, and we need to get it back later in case we find that the FOR loop has completed. |
| 064C | 225D01 |  | SHLD [PROG\_PTR\_TEMP](http://altairbasic.org/int_dis_3.htm#PROG_PTR_TEMP) |  |
| GetFlowPtr to get access to the FOR flow struct on the stack. |
| 064F | CD9201 |  | CALL [GetFlowPtr](http://altairbasic.org/int_dis_4.htm#GetFlowPtr) |  |
| 0652 | F9 |  | SPHL |  |
| Push address of FOR variable |
| 0653 | D5 |  | PUSH D |  |
| Load A with first byte of struct (0x01), advance HL, and preserve A. |
| 0654 | 7E |  | MOV A,M |  |
| 0655 | 23 |  | INX H |  |
| 0656 | F5 |  | PUSH PSW |  |
| Push address of FOR variable again. |
| 0657 | D5 |  | PUSH D |  |
| If GetFlowPtr returned without the zero (Z) flag set, then the FOR struct was not found and we error out with Next without For (NF). |
| 0658 | 1E00 |  | MVI E,00 |  |
| 065A | C2D501 |  | JNZ [Error](http://altairbasic.org/int_dis_4.htm#Error) |  |
| The next 4 bytes of the flow struct are the STEP number. We load this into FACCUM here. |
| 065D | CD0F0A |  | CALL [FLoadFromMem](http://altairbasic.org/math_dis_6.htm#FLoadFromMem) |  |
| Get FOR variable address into HL and push the struct ptr |
| 0660 | E3 |  | XTHL |  |
| Add the FOR variable to the STEP number and update the FOR variable with the result. |
| 0661 | E5 |  | PUSH H |  |
| 0662 | CD0408 |  | CALL [FAddMem](http://altairbasic.org/math_dis_1.htm#FAddMem) |  |
| 0665 | E1 |  | POP H |  |
| 0666 | CD290A |  | CALL [FCopyToMem](http://altairbasic.org/math_dis_6.htm#FCopyToMem) |  |
| Restore struct ptr to HL. This now points to the TO number, which we load into BCDE. |
| 0669 | E1 |  | POP H |  |
| 066A | CD200A |  | CALL [FLoadBCDEfromMem](http://altairbasic.org/math_dis_6.htm#FLoadBCDEfromMem) |  |
| Compare the updated FOR variable (in FACCUM) with the TO number (in BCDE). The result of the compare is in A and will be 0xFF if FOR var is less than the TO number, 0x00 if equal, and 0x01 if the FOR variable is greater than the TO number. |
| 066D | E5 |  | PUSH H |  |
| 066E | CD4C0A |  | CALL [FCompare](http://altairbasic.org/math_dis_7.htm#FCompare) |  |
| 0671 | E1 |  | POP H |  |
| Restore the direction byte to B. Remember this is 0x01 for forward iteration, 0xFF for backwards (when there is a -ve STEP number). |
| 0672 | C1 |  | POP B |  |
| This is marvellous! By subtracting the direction byte from the result of FCompare we can tell if the FOR loop has completed (the result of the subtraction will be zero) with the minimum of fuss. Read the two above comments and it should make sense. |
| 0673 | 90 |  | SUB B |  |
| NOT loading a floating point number, this is just a handy way of getting the last four bytes of the struct. BC is loaded with the prog ptr to just beyond the FOR statement, and DE is loaded with the line number of the FOR statement. |
| 0674 | CD200A |  | CALL [FLoadBCDEfromMem](http://altairbasic.org/math_dis_6.htm#FLoadBCDEfromMem) |  |
| If FOR loop is complete (see two comments up) then jump ahead. |
| 0677 | CA8306 |  | JZ [ForLoopIsComplete](http://altairbasic.org/int_dis_16.htm#ForLoopIsComplete) |  |
| FOR loop is not yet complete. Here we save the line number of the FOR statement to the CURRENT\_LINE variable, load HL with the prog ptr to the end of the FOR statement, and jump to EndOfForHandler which pushes the last byte of the for\_struct on the stack and falls into ExecNext. |
| 067A | EB |  | XCHG |  |
| 067B | 226101 |  | SHLD [CURRENT\_LINE](http://altairbasic.org/int_dis_3.htm#CURRENT_LINE) |  |
| 067E | 69 |  | MOV L,C |  |
| 067F | 60 |  | MOV H,B |  |
| 0680 | C31D04 |  | JMP [EndOfForHandler](http://altairbasic.org/int_dis_8.htm#EndOfForHandler) |  |
| The FOR loop is complete. Therefore we don't need the for\_struct on the stack any more, and since HL points just past it we can load the stack pointer from HL to reclaim that bit of stack space. |
| 0683 | F9 | ForLoopIsComplete | SPHL |  |
| 0684 | 2A5D01 |  | LHLD [PROG\_PTR\_TEMP](http://altairbasic.org/int_dis_3.htm#PROG_PTR_TEMP) |  |
| 0687 | C32104 |  | JMP [ExecNext](http://altairbasic.org/int_dis_9.htm#ExecNext) |  |

## 1.17 Expression Evaluation

### EvalExpression

Evaluates an expression, returning with the result in FACCUM. An expression is a combination of terms and operators.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 068A | 2B | EvalExpression | DCX H |  |
| 068B | 1600 |  | MVI D,00 |  |
| 068D | D5 |  | PUSH D |  |
| Check we've got enough space for one floating-point number. |
| 068E | 0E01 |  | MVI C,01 |  |
| 0690 | CDB601 |  | CALL [CheckEnoughVarSpace](http://altairbasic.org/int_dis_4.htm#CheckEnoughVarSpace) |  |
| Evaluate term and store prog ptr in 015f |
| 0693 | CDC406 |  | CALL [EvalTerm](http://altairbasic.org/int_dis_17.htm#EvalTerm) |  |
| 0696 | 225F01 |  | SHLD 015F |  |
| 0699 | 2A5F01 | ArithParse | LHLD 015F |  |
| 069C | C1 |  | POP B |  |
| Get byte following sub-expression. This is where we deal with arithmetic operators. If the byte is less than KWID\_+ then return. |
| 069D | 7E |  | MOV A,M |  |
| 069E | 1600 |  | MVI D,00 |  |
| 06A0 | D698 |  | SUI KWID\_+ |  |
| 06A2 | D8 |  | RC |  |
| Return if A>=4, ie not an arithmetic operator, then convert A to an offset into the KW\_ARITH\_OP\_FNS table |
| 06A3 | FE04 |  | CPI 04 |  |
| 06A5 | D0 |  | RNC |  |
| 06A6 | 5F |  | MOV E,A |  |
| 06A7 | 07 |  | RLC |  |
| 06A8 | 83 |  | ADD E |  |
| 06A9 | 5F |  | MOV E,A |  |
| 06AA | 214B00 |  | LXI H,[KW\_ARITH\_OP\_FNS](http://altairbasic.org/int_dis_2.htm#KW_ARITH_OP_FNS) |  |
| 06AD | 19 |  | DAD D |  |
| Get first byte of table entry. This is the operator precedence indicator byte. Not entirely sure how this works yet, but it seems we basically return if we don't need to evaluate this bit yet. |
| 06AE | 78 |  | MOV A,B |  |
| 06AF | 56 |  | MOV D,M |  |
| 06B0 | BA |  | CMP D |  |
| 06B1 | D0 |  | RNC |  |
| 06B2 | 23 |  | INX H |  |
| Push counter and address of ArithParse onto the stack (the latter so we return to it after the arith fn runs) |
| 06B3 | C5 |  | PUSH B |  |
| 06B4 | 019906 |  | LXI B,[ArithParse](http://altairbasic.org/int_dis_17.htm#ArithParse) |  |
| 06B7 | C5 |  | PUSH B |  |
| Push FACCUM, taking care to preserve the operator precedence byte in D. |
| 06B8 | 4A |  | MOV C,D | ??? |
| 06B9 | CD020A |  | CALL [FPush](http://altairbasic.org/math_dis_6.htm#FPush) |  |
| 06BC | 51 |  | MOV D,C |  |
| Push address of arithmetic fn and jump back to |
| 06BD | F7 |  | RST PushNextWord() |  |
| 06BE | 2A5F01 |  | LHLD 015F |  |
| 06C1 | C38D06 |  | JMP 068D |  |

### EvalTerm

Evaluates a term in an expression. This can be a numeric constant, a variable, an inline function call taking a full expression as an argument, or a bracketed expression.

|  |
| --- |
| Get first character of term, and if it's a digit (as indicated by the carry flag) then jump to FIn |
| 06C4 | D7 | EvalTerm | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| 06C5 | DAB30A |  | JC [FIn](http://altairbasic.org/math_dis_9.htm#FIn) |  |
| If the character is alphabetic then we have a variable, so jump ahead to get it. |
| 06C8 | CD8004 |  | CALL [CharIsAlpha](http://altairbasic.org/int_dis_10.htm#CharIsAlpha) |  |
| 06CB | D2F306 |  | JNC [EvalVarTerm](http://altairbasic.org/int_dis_17.htm#EvalVarTerm) |  |
| If the character is a leading '+' then simply ignore it and jump back to EvalTerm. |
| 06CE | FE98 |  | CPI KWID\_+ |  |
| 06D0 | CAC406 |  | JZ [EvalTerm](http://altairbasic.org/int_dis_17.htm#EvalTerm) |  |
| If the character is a leading '.' then that's a decimal point, so jump to FIn |
| 06D3 | FE2E |  | CPI '.' |  |
| 06D5 | CAB30A |  | JZ [FIn](http://altairbasic.org/math_dis_9.htm#FIn) |  |
| If the character is a leading '-' then jump head to EvalMinusTerm |
| 06D8 | FE99 |  | CPI KWID\_- |  |
| 06DA | CAEA06 |  | JZ [EvalMinusTerm](http://altairbasic.org/int_dis_17.htm#EvalMinusTerm) |  |
| If the character is the keyword ID of an inline function them jump ahead to deal with that. |
| 06DD | D69F |  | SUI 9F |  |
| 06DF | D2FD06 |  | JNC [EvalInlineFn](http://altairbasic.org/int_dis_17.htm#EvalInlineFn) |  |
| The only possibility left is a bracketed expression. Here we check for an opening bracket, recurse into EvalExpression, and return. |
| 06E2 | CF | EvalBracketed | RST [SyntaxCheck](http://altairbasic.org/int_dis_1.htm#SyntaxCheck) |  |
| 06E3 | 28 |  | '(' |  |
| 06E4 | CD8A06 |  | CALL [EvalExpression](http://altairbasic.org/int_dis_17.htm#EvalExpression) |  |
| 06E7 | CF |  | RST [SyntaxCheck](http://altairbasic.org/int_dis_1.htm#SyntaxCheck) |  |
| 06E8 | 29 |  | ')' |  |
| 06E9 | C9 |  | RET |  |
| Evaluate a negative term. This is done by simply recursing this block and negating the result. |
| 06EA | CDC406 | EvalMinusTerm | CALL [EvalTerm](http://altairbasic.org/int_dis_17.htm#EvalTerm) |  |
| 06ED | E5 |  | PUSH H |  |
| 06EE | CDFA09 |  | CALL [FNegate](http://altairbasic.org/math_dis_5.htm#FNegate) |  |
| 06F1 | E1 |  | POP H |  |
| 06F2 | C9 |  | RET |  |
| Evaluate a variable. The call to GetVar returns the address of the variable's value in DE, which is then moved to HL then the call to FLoadFromMem loads FACCUM with the variable's value. |
| 06F3 | CD1B07 | EvalVarTerm | CALL [GetVar](http://altairbasic.org/int_dis_18.htm#GetVar) |  |
| 06F6 | E5 |  | PUSH H |  |
| 06F7 | EB |  | XCHG |  |
| 06F8 | CD0F0A |  | CALL [FLoadFromMem](http://altairbasic.org/math_dis_6.htm#FLoadFromMem) |  |
| 06FB | E1 |  | POP H |  |
| 06FC | C9 |  | RET |  |
| Evaluate an inline function. First we get the offset into the KW\_INLINE\_FNS table into BC and stick it on the stack. |
| 06FD | 0600 | EvalInlineFn | MVI B,00 |  |
| 06FF | 07 |  | RLC |  |
| 0700 | 4F |  | MOV C,A |  |
| 0701 | C5 |  | PUSH B |  |
| Evaluate function argument |
| 0702 | D7 |  | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| 0703 | CDE206 |  | CALL [EvalBracketed](http://altairbasic.org/int_dis_17.htm#EvalBracketed) |  |
| Preserve prog ptr on stack and simultaneously get offset into KW\_INLINE\_FNS into HL |
| 0706 | E3 |  | XTHL |  |
| Set return address to somewhere that just POP H and RETs. |
| 0707 | 11F106 |  | LXI D,06F1 |  |
| 070A | D5 |  | PUSH D |  |
| Get function address by adding the offset in HL to KW\_INLINE\_FNS |
| 070B | 013D00 |  | LXI B,[KW\_INLINE\_FNS](http://altairbasic.org/int_dis_2.htm#KW_INLINE_FNS) |  |
| 070E | 09 |  | DAD B |  |
| Put function address on stack and return to it. |
| 070F | F7 |  | RST [PushNextWord](http://altairbasic.org/int_dis_1.htm#PushNextWord) |  |
| 0710 | C9 |  | RET |  |

## 1.18 Variable Management

### Dim

Declares an array. Note that the start of this function handler is some way down in the block (at 0716).

|  |
| --- |
| Get next program character and return if null byte at end of line has been reached. |
| 0711 | 2B | DimContd | DCX H |  |
| 0712 | D7 |  | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| 0713 | C8 |  | RZ |  |
| Syntax check for a comma. |
| 0714 | CF |  | RST [SyntaxCheck](http://altairbasic.org/int_dis_1.htm#SyntaxCheck) |  |
| 0715 | 2C |  | ',' |  |
| Set return address to DimContd above. |
| 0716 | 011107 | Dim | LXI B,[DimContd](http://altairbasic.org/int_dis_18.htm#DimContd) |  |
| 0719 | C5 |  | PUSH B |  |
| Set A to a non-zero number before falling into GetVar+1. This indicates to GetVar that we're declaring rather than accessing an array. |
| 071A | F6AF |  | ORI AF |  |

### GetVar

Given that HL points to a variable name that's been encountered during program interpretation, this function will return in DE a pointer to that variable's value. If the variable does not exist, then (space permitting) this function also allocates and initialises it.

|  |
| --- |
| ??? Signalling this is a real call to GetVar, not dropped in from DIM |
| 071B | AF | GetVar | XRA A |  |
| 071C | 325B01 |  | STA [DIM\_OR\_EVAL](http://altairbasic.org/int_dis_3.htm#DIM_OR_EVAL) |  |
| Get variable name into BC, B=first char and C=(optional) second char. Notice we Syntax Error out if the first character is not alphabetic. |
| 071F | 46 |  | MOV B,M |  |
| 0720 | CD8004 |  | CALL [CharIsAlpha](http://altairbasic.org/int_dis_10.htm#CharIsAlpha) |  |
| 0723 | DAD001 |  | JC [SyntaxError](http://altairbasic.org/int_dis_4.htm#SyntaxError) |  |
| 0726 | AF |  | XRA A |  |
| 0727 | 4F |  | MOV C,A |  |
| 0728 | D7 |  | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| 0729 | D22E07 |  | JNC 072E |  |
| 072C | 4F |  | MOV C,A |  |
| 072D | D7 |  | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| If next char is '(' then we're dealing with an array and so jump to GetArrayVar (the following block) to deal with it. |
| 072E | D628 |  | SUI '(' |  |
| 0730 | CA8A07 |  | JZ [GetArrayVar](http://altairbasic.org/int_dis_18.htm#GetArrayVar) |  |
| Preserve program ptr on stack, and get VAR\_ARRAY\_BASE into DE and VAR\_BASE into HL. This is where we iterate through the stored variables (ie from VAR\_BASE to VAR\_ARRAY\_BASE) to see if the variable has already been declared. |
| 0733 | E5 |  | PUSH H |  |
| 0734 | 2A6901 |  | LHLD [VAR\_ARRAY\_BASE](http://altairbasic.org/int_dis_3.htm#VAR_ARRAY_BASE) |  |
| 0737 | EB |  | XCHG |  |
| 0738 | 2A6701 |  | LHLD [VAR\_BASE](http://altairbasic.org/int_dis_3.htm#VAR_BASE) |  |
| Loop to find the variable if it's already been allocated. If HL==DE then we've reached VAR\_ARRAY\_BASE without finding it, and so can jump ahead to allocate a new variable. |
| 073B | E7 | FindVarLoop | RST [CompareHLDE](http://altairbasic.org/int_dis_1.htm#CompareHLDE) |  |
| 073C | CA5207 |  | JZ [AllocNewVar](http://altairbasic.org/int_dis_18.htm#AllocNewVar) |  |
| 073F | 79 |  | MOV A,C |  |
| 0740 | 96 |  | SUB M |  |
| 0741 | 23 |  | INX H |  |
| 0742 | C24707 |  | JNZ 0747 |  |
| 0745 | 78 |  | MOV A,B |  |
| 0746 | 96 |  | SUB M |  |
| 0747 | 23 |  | INX H |  |
| 0748 | CA8207 |  | JZ 0782 |  |
| 074B | 23 |  | INX H |  |
| 074C | 23 |  | INX H |  |
| 074D | 23 |  | INX H |  |
| 074E | 23 |  | INX H |  |
| 074F | C33B07 |  | JMP [FindVarLoop](http://altairbasic.org/int_dis_18.htm#FindVarLoop) |  |
| Prepare to alloc a new variable, but first we have to do something slightly bizarre... we check the return address to see if it's the expression evaluator that's called us, and if it is then we exit without allocating. Notice that (assuming we haven't been called by the evaluator) the prog ptr on the stack is kept in place. |
| 0752 | E1 | AllocNewVar | POP H | HL=prog ptr |
| 0753 | E3 |  | XTHL | (SP)=prog ptr, HL=ret.addr. |
| 0754 | D5 |  | PUSH D |  |
| 0755 | 11F606 |  | LXI D,06F6 | an address inside EvalTerm |
| 0758 | E7 |  | RST [CompareHLDE](http://altairbasic.org/int_dis_1.htm#CompareHLDE) |  |
| 0759 | D1 |  | POP D |  |
| 075A | CA8507 |  | JZ [AlreadyAllocd](http://altairbasic.org/int_dis_18.htm#AlreadyAllocd) |  |
| 075D | E3 |  | XTHL | (SP)=ret.addr, HL=prog ptr. |
| 075E | E5 |  | PUSH H | Prog ptr back on stack |
| Allocate memory for the variable. We need a space of 6 bytes to be inserted before the array variables storage pointed to by VAR\_ARRAY\_BASE, so we copy that block up 6 bytes in memory. |
| 075F | C5 |  | PUSH B | Preserve var name on stack |
| 0760 | 010600 |  | LXI B,0006 |  |
| 0763 | 2A6B01 |  | LHLD [VAR\_TOP](http://altairbasic.org/int_dis_3.htm#VAR_TOP) |  |
| 0766 | E5 |  | PUSH H |  |
| 0767 | 09 |  | DAD B |  |
| 0768 | C1 |  | POP B |  |
| 0769 | E5 |  | PUSH H |  |
| 076A | CDA701 |  | CALL [CopyMemoryUp](http://altairbasic.org/int_dis_4.htm#CopyMemoryUp) |  |
| 076D | E1 |  | POP H |  |
| 076E | 226B01 |  | SHLD [VAR\_TOP](http://altairbasic.org/int_dis_3.htm#VAR_TOP) |  |
| Update VAR\_ARRAY\_BASE cos the array block has been moved up 6 bytes. |
| 0771 | 60 |  | MOV H,B |  |
| 0772 | 69 |  | MOV L,C |  |
| 0773 | 226901 |  | SHLD [VAR\_ARRAY\_BASE](http://altairbasic.org/int_dis_3.htm#VAR_ARRAY_BASE) |  |
| Initialise the new variable to zero. |
| 0776 | 2B | InitVarLoop | DCX H |  |
| 0777 | 3600 |  | MVI M,00 |  |
| 0779 | E7 |  | RST [CompareHLDE](http://altairbasic.org/int_dis_1.htm#CompareHLDE) |  |
| 077A | C27607 |  | JNZ [InitVarLoop](http://altairbasic.org/int_dis_18.htm#InitVarLoop) |  |
| Restore variable name to DE and write it to the first 2 bytes of the variable's storage. |
| 077D | D1 |  | POP D |  |
| 077E | 73 |  | MOV M,E |  |
| 077F | 23 |  | INX H |  |
| 0780 | 72 |  | MOV M,D |  |
| 0781 | 23 |  | INX H |  |
| Swap HL and DE so that DE points to the variable value, then restore the prog ptr to HL and return |
| 0782 | EB |  | XCHG |  |
| 0783 | E1 |  | POP H |  |
| 0784 | C9 |  | RET |  |
| Function exit for when called by EvalTerm. Here we set FACCUM to zero (don't know why), restore the prog ptr to HL and return. |
| 0785 | 327201 | AlreadyAllocd | STA [FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM)+3 | A was set to zero at 075A. |
| 0788 | E1 |  | POP H |  |
| 0789 | C9 |  | RET |  |

### GetArrayVar

Accesses or allocates an array variable. The contents of DIM\_OR\_EVAL indicate whether we're dealing with an array declaration (ie a DIM statement) or whether an array element is being accessed. In the former case DIM\_OR\_EVAL is 0xEF, otherwise it is 0.

|  |
| --- |
| Preserve variable name on stack. |
| 078A | C5 | GetArrayVar | PUSH B |  |
| Push declare-or-access flag on stag |
| 078B | 3A5B01 |  | LDA [DIM\_OR\_EVAL](http://altairbasic.org/int_dis_3.htm#DIM_OR_EVAL) |  |
| 078E | F5 |  | PUSH PSW |  |
| Get array subscript into CDE |
| 078F | CD8804 |  | CALL [GetSubscript](http://altairbasic.org/int_dis_10.htm#GetSubscript) |  |
| Syntax check for closing bracket ')' |
| 0792 | CF |  | RST [SyntaxCheck](http://altairbasic.org/int_dis_1.htm#SyntaxCheck) |  |
| 0793 | 29 |  | ')' |  |
| Restore declare-or-access flag |
| 0794 | F1 |  | POP PSW |  |
| 0795 | 325B01 |  | STA [DIM\_OR\_EVAL](http://altairbasic.org/int_dis_3.htm#DIM_OR_EVAL) |  |
| Get variable name from stack into DE; HL becomes the subscript previously in DE; previous value of HL goes on stack. |
| 0798 | E3 |  | XTHL |  |
| 0799 | EB |  | XCHG |  |
| Multiply the subscript by 4 and stick it on the stack. |
| 079A | 29 |  | DAD H |  |
| 079B | 29 |  | DAD H |  |
| 079C | E5 |  | PUSH H |  |
| Load HL with the base of array storage and LXI into FindArray+2 |
| 079D | 2A6901 |  | LHLD [VAR\_ARRAY\_BASE](http://altairbasic.org/int_dis_3.htm#VAR_ARRAY_BASE) |  |
| 07A0 | 01C109 |  | LXI B,.... |  |
| Find the array loop. First thing we do is advance the array ptr by {subscript} |
| 07A1 | C1 | FindArray | POP B |  |
| 07A2 | 09 |  | DAD B |  |
| 07A3 | EB |  | XCHG |  |
| If we've reached VAR\_TOP then we know the array has not already been declared, so we can jump forward to allocate it. |
| 07A4 | E5 |  | PUSH H |  |
| 07A5 | 2A6B01 |  | LHLD [VAR\_TOP](http://altairbasic.org/int_dis_3.htm#VAR_TOP) |  |
| 07A8 | E7 |  | RST [CompareHLDE](http://altairbasic.org/int_dis_1.htm#CompareHLDE) |  |
| 07A9 | EB |  | XCHG |  |
| 07AA | D1 |  | POP D |  |
| 07AB | CACD07 |  | JZ [AllocArray](http://altairbasic.org/int_dis_18.htm#AllocArray) |  |
| Advance to the next array in the block. |
| 07AE | F7 |  | RST [PushNextWord](http://altairbasic.org/int_dis_1.htm#PushNextWord) |  |
| 07AF | E3 |  | XTHL |  |
| 07B0 | E7 |  | RST [CompareHLDE](http://altairbasic.org/int_dis_1.htm#CompareHLDE) |  |
| 07B1 | E1 |  | POP H |  |
| 07B2 | F7 |  | RST [PushNextWord](http://altairbasic.org/int_dis_1.htm#PushNextWord) |  |
| 07B3 | C2A107 |  | JNZ [FindArray](http://altairbasic.org/int_dis_18.htm#FindArray) |  |
| Array found. If we're in a DIM statement then this is a duplicate definition error. You can only DIM an array the once. |
| 07B6 | 3A5B01 |  | LDA DIM\_OR\_READ |  |
| 07B9 | B7 |  | ORA A |  |
| 07BA | 1E12 |  | MVI E,12 |  |
| 07BC | C2D501 |  | JNZ [Error](http://altairbasic.org/int_dis_4.htm#Error) |  |
| Array element retrieval. First we ??? |
| 07BF | D1 |  | POP D |  |
| 07C0 | 1B |  | DCX D |  |
| 07C1 | E3 |  | XTHL |  |
| If the subscript is greater than or equal to the number of array elements, then 'Bad Subscript' error. |
| 07C2 | E7 |  | RST [CompareHLDE](http://altairbasic.org/int_dis_1.htm#CompareHLDE) |  |
| 07C3 | 1E10 |  | MVI E,10 |  |
| 07C5 | D2D501 |  | JNC [Error](http://altairbasic.org/int_dis_4.htm#Error) |  |
| Return with DE pointing to the element value, and HL the prog ptr. |
| 07C8 | D1 |  | POP D |  |
| 07C9 | 19 |  | DAD D |  |
| 07CA | D1 |  | POP D |  |
| 07CB | EB |  | XCHG |  |
| 07CC | C9 |  | RET |  |
| Allocate space for the array. Here, DE holds the array name and HL points to where it is going to be stored. We start by storing the array name. |
| 07CD | 73 | AllocArray | MOV M,E |  |
| 07CE | 23 |  | INX H |  |
| 07CF | 72 |  | MOV M,D |  |
| 07D0 | 23 |  | INX H |  |
| If DIM\_OR\_EVAL is zero (indicating array access), then jump ahead with DE=???? |
| 07D1 | 112C00 |  | LXI D,002C |  |
| 07D4 | 3A5B01 |  | LDA 015B |  |
| 07D7 | B7 |  | ORA A |  |
| 07D8 | CAE107 |  | JZ 07E1 |  |
| DIM\_OR\_EVAL is not zero, therefore we're declaring the array. Here we restore the array elements size to DE, save it again, add 4, and write that value to follow the array name. |
| 07DB | D1 |  | POP D |  |
| 07DC | D5 |  | PUSH D |  |
| 07DD | 13 |  | INX D |  |
| 07DE | 13 |  | INX D |  |
| 07DF | 13 |  | INX D |  |
| 07E0 | 13 |  | INX D |  |
| Write out array size. |
| 07E1 | D5 |  | PUSH D |  |
| 07E2 | 73 |  | MOV M,E |  |
| 07E3 | 23 |  | INX H |  |
| 07E4 | 72 |  | MOV M,D |  |
| 07E5 | 23 |  | INX H |  |
| 07E6 | E5 |  | PUSH H |  |
| Check the new VAR\_TOP won't interfere with the stack, and update VAR\_TOP. |
| 07E7 | 19 |  | DAD D |  |
| 07E8 | CDC301 |  | CALL [CheckEnoughMem](http://altairbasic.org/int_dis_4.htm#CheckEnoughMem) |  |
| 07EB | 226B01 |  | SHLD [VAR\_TOP](http://altairbasic.org/int_dis_3.htm#VAR_TOP) |  |
| Initialise all array elements to 0. |
| 07EE | D1 |  | POP D |  |
| 07EF | 2B | InitElements | DCX H |  |
| 07F0 | 3600 |  | MVI M,00 |  |
| 07F2 | E7 |  | RST 4 |  |
| 07F3 | C2EF07 |  | JNZ [InitElements](http://altairbasic.org/int_dis_18.htm#InitElements) |  |
| 07F6 | C3BF07 |  | JMP 07BF |  |

# The Math Package

The 'math package' is a reasonably discrete block of code that provides floating-point arithmetic capability for the rest of BASIC. It also includes some math functions, such as SQR (square root) and is probably the hardest part of BASIC to understand. There are three general reasons for this :

* You may have forgotten a lot of the maths you learnt at school. This certainly applied to me : when I began working on this section from first principles, I quickly found myself floundering at the very idea of binary fractions.
* Unless you're a numerical analyst who has reason to distrust conventional hardware/software floating-point support, you probably never needed to think about how floating point worked before now. Modern processors, compilers, and runtime libraries took the pain away years ago, and quite right too.
* Floating point is hard to code. Consider this : Bill Gates is one of the brightest kids in America at the time, but he and his equally brainy pal Paul Allen end up having to hire a third wunderkind, Monte Davidoff, just to do floating point. They needed a specialist to do specialist work, and Monte had done it before.

## Maths Refresher

### The Basics of Bases

Consider an everyday decimal number such as 317.25. The digits that make up this and every other decimal number represent multiples of powers of ten, all added together:

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | 102 | 101 | 100 | . | 10-1 | 10-2 | | **3** | **1** | **7** | **.** | **2** | **5** | |

So writing 317.25 is basically just shorthand for 3\*102 + 1\*101 + 7\*100 + 2\*10-1 + 5\*10-2. The shorthand form is far more readable, and that's why everybody uses it. At risk of labouring the point, the below table should clarify this.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | **Digit Position** | **Digit Value for Position** | **Decimal Number** | **Digit value for this number** | | | | 2 | 100 | **3**17.25 | 3 \* 100 | = | 300 | | 1 | 10 | 3**1**7.25 | 1 \* 10 | = | 10 | | 0 | 1 | 31**7**.25 | 7 \* 1 | = | 7 | | -1 | 1/10 | 317.**2**5 | 2 \* .1 | = | .2 | | -2 | 1/100 | 317.2**5** | 5 \* .01 | = | .05 | | **Total:** | | | | **=** | **317.25** | |

Now consider the same number in binary (base two). The decimal number 317.25, expressed in binary, is :

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | 28 | 27 | 26 | 25 | 24 | 23 | 22 | 21 | 20 | . | 2-1 | 2-2 | | **1** | **0** | **0** | **1** | **1** | **1** | **1** | **0** | **1** | **.** | **0** | **1** | |

And here's a table like the decimal one above, which should make it completely clear (remember 'bit' is short for 'binary digit') :

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | **Bit Position** | **Bit Value for Position** | **Binary Number** | **Bit value for this number** | | | | 8 | 256 | **1**00111101.01 | 1 \* 256 | = | 256 | | 7 | 128 | 1**0**0111101.01 | 0 \* 128 | = | 0 | | 6 | 64 | 10**0**111101.01 | 0 \* 64 | = | 0 | | 5 | 32 | 100**1**11101.01 | 1 \* 32 | = | 32 | | 4 | 16 | 1001**1**1101.01 | 1 \* 16 | = | 16 | | 3 | 8 | 10011**1**101.01 | 1 \* 8 | = | 8 | | 2 | 4 | 100111**1**01.01 | 1 \* 4 | = | 4 | | 1 | 2 | 1001111**0**1.01 | 0 \* 2 | = | 0 | | 0 | 1 | 10011110**1**.01 | 1 \* 1 | = | 1 | | -1 | 1/2 | 100111101.**0**1 | 0 \* 1/2 | = | 0 | | -2 | 1/4 | 100111101.0**1** | 1 \* 1/4 | = | 0.25 | | **Total:** | | | | **=** | **317.25** | |

### Mantissas, Exponents, and Scientific Notation

Now let's think about decimal numbers again. Another way of representing the number 317.25 is like this : **3.1725 \* 102**. Yes we've split one number into two numbers - we've extracted the number's magnitude and written it seperately. Why is this useful? Well, consider a very small number such as 0.00000000000588. Looking at it now, precisely how small is that? That's a lot of zeros to work through. Also, let's pretend we're using very small numbers like this one in a pen+paper calculation - something like 0.00000000000588 + 0.000000000000291. You'd better be sure you don't miss out a zero when you're working the problem through, or your answer will be off by a factor of 10. It's much easier to have those numbers represented as **5.88 \* 10-12** and **2.91\* 10-13** (yes the second number had an extra zero - did you spot that?). The same principle applies for very large numbers like 100000000 - it's just easier and less human error prone to keep the magnitudes seperated out when working with such numbers.

It's the smallest of small steps to get from this form of number notation to proper *scientific notation*. The only difference is how the magnitude is written - in scientific notation we lose the magnitude's base and only write it's exponent part, thusly : **3.1725 E 2**. The part that's left of the E, the 3.1725, is called the **mantissa**. The bit to the right of the E is the **exponent**.

### Mantissas and Exponents in Binary

Let's go back to considering 317.25 in binary : 100111101.01. Using scientific notation, this is **1.0011110101 E 1000**. Remember that both mantissa and exponent are written in binary that exponent value 1000 is a binary number, 8 in decimal.

## Why *floating* point?

Consider the eternal problem of having a finite amount of computer memory. Not having infinate RAM means we cannot represent an infinite range of numbers. If we have eight bits of memory, we can represent the integers from 0 to 255 only. If we have sixteen, we can raise our range from 0 to 65535, and so on. The more bits we can play with, the larger the range of numbers we can represent. With fractional numbers there is a second problem : *precision*. Many fractions recur : eg one third in decimal is 0.33333 recurring. Likewise, one tenth is 0.1 in decimal but 0.0001100110011 last four bits recurring in binary.

So any method we choose for storing fractional numbers has to take these two problems into consideration. Bearing this in mind, consider the two possible approaches for storing fractional numbers :

* *Fixed point*. Store the integer part in one field, and the fractional part in another field. It's called fixed point representation since the point (binary or decimal) is always in the same place - between the integer and fractional fields.
* *Floating point*. Store the mantissa in one field, and the exponent in another field. This way, the point wouldn't be fixed into place - it could be anywhere, as determined by the binary exponent. It would, in fact be, a floating point.

Why is floating point better than fixed point? Let's say we have 32 bits to play with. Let's use fixed point and assign 16 bits for the integer part and 16 for the fractional part. This allows a range of 0 to 65535.9999 or so, which isn't very good value, range-wise, for 32 bits. OK, lets increase the range - we'll change to using 20 bits for the integer and 12 for the fraction. This gives us a range of 0 to 1,048,575.999ish . Still not a huge range, and since we've only got 12 bits for the fraction we're losing precision - numbers stored this way will be rounded to the nearest 1/4096th.

Now lets try floating point instead. Lets assign a whopping 24 bits for the mantissa and 8 bits for the exponent. 8 bits doesn't sound like much, but this is an exponent after all - with these 8 bits we get a range of -128 to +127 which is roughly 10-38 to to 1038. That's a nice big range! And we get 24 bits of precision too! It's clearly the better choice.

Floating point is not a perfect solution though... adding a very small number to a very large number is likely to produce an erroneous result. For example, go to the BASIC [emulator](http://altairbasic.org/em/em.htm) and try **PRINT 10000+.1**. You get **10000.1** as expected. Now try **PRINT 10000+.01** or **PRINT 100000+.1**. See?

## Normalisation

Normalisation is the process of shifting the mantissa until it is between 0.5 and 1 and adjusting the exponent to compensate. For example, these binary numbers are unnormalised :

* 101.001
* 0.0001
* 0.011 E 101

After normalisation these same binary numbers become :

* 0.101001 E 11
* 0.1 E -11
* 0.11 E 100

blah

## How Altair BASIC stored floating point numbers

There was no industry standard for floating-point number representation back in 1975, so Monte had to roll his own. He decided that 32 bits would allow an adequate range, and defined his floating-point number format like this :

![Floating-point number representation in Altair BASIC](data:image/gif;base64,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)

The 8-bit exponent field had a *bias* of 128. This just meant that the stored exponent was stored as 'exponent+128'.

Also, the mantissa was really 24 bits long, but squeezed into 23 bits. How did he save an extra bit of precision? By considering zero as a special case, indicated by exponent zero. Any non-zero number will always have a mantissa with a leading 1. And since the first bit is always going to be 1, why bother storing it?

The intermediate storage of unpacked fp numbers is undefined and seems to be generally done on the fly.

*fixme: put example of normalising and denormalising.*

## 2.1 Utility Functions

Two small utility functions.

### FWordToFloat

Converts the integer word in AB (A holds high byte, B holds low byte) to a floating-point number. BUG: This code is completely unused! The address of this function is stored at 0006, but nothing ever uses it. It's probably needed by 8K or other bigger BASICs, but has accidentally been compiled into this 4K version.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 07F9 | 50 | FWordToFloat | MOV D,B |  |
| 07FA | 1E00 |  | MVI E,00 |  |
| 07FC | 0690 |  | MVI B,90 | exponent=2^16 |
| 07FE | C3EA09 |  | JMP [FCharToFloat](http://altairbasic.org/math_dis_5.htm#FCharToFloat)+5 |  |

### FAddOneHalf

Adds 0.5 to FACCUM.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0801 | 210B0C | FAddOneHalf | LXI H,[ONE\_HALF](http://altairbasic.org/math_dis_10.htm#ONE_HALF) | Load BCDE with (float) 0.5. |
| 0804 | CD200A | FAddMem | CALL [FLoadBCDEfromMem](http://altairbasic.org/math_dis_6.htm#FLoadBCDEfromMem) |  |
| 0807 | C31208 |  | JMP [FAdd](http://altairbasic.org/math_dis_2.htm#FAdd)+2 |  |

### 

**2.2 Addition & Subtraction**

blah

**FSub**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 080A | C1 | FSub | POP B | Get lhs in BCDE. |
| 080B | D1 |  | POP D |  |
| 080C | CDFA09 |  | CALL [FNegate](http://altairbasic.org/math_dis_5.htm#FNegate) | Negate rhs and slimily |
| 080F | 21.... |  | LXI H,.... | LXI into FAdd + 2. |

**FAdd**

The lhs is on the stack, the rhs is in FACCUM. The steps for adding the two numbers are :

* Handle special cases where either side is 0.
* Denormalise mantissas.
* Align the two numbers. *fixme: give Monte's decimal example*.
* Add (or subtract) mantissas.
* Normalise result and store in FACCUM.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0810 | C1 | FAdd | POP B | Get lhs in BCDE. |
| 0811 | D1 |  | POP D |  |
| Special cases for when lhs or rhs are zero. |
| 0812 | 78 |  | MOV A,B | If lhs==0 then we don't need |
| 0813 | B7 |  | ORA A | to do anything and can just |
| 0814 | C8 |  | RZ | exit. |
| 0815 | 3A7201 |  | LDA [FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM)+3 | If rhs==0 then exit via a copy |
| 0818 | B7 |  | ORA A | of lhs to FACCUM. |
| 0819 | CA120A |  | JZ [FLoadFromBCDE](http://altairbasic.org/math_dis_6.htm#FLoadFromBCDE) |  |
| Get exponents' difference into A. |
| 081C | 90 |  | SUB B | A=rhs.exponent-lhs.exponent. |
| 081D | D22C08 |  | JNC 082C | If rhs' exponent >= lhs'exponent, jump ahead. |
| Swap lhs and rhs if lhs exponent was more than rhs exponent. |
| 0820 | 2F |  | CMA | Two's complement the exponent |
| 0821 | 3C |  | INR A | difference, so it's correct. |
| 0822 | EB |  | XCHG |  |
| 0823 | CD020A |  | CALL [FPush](http://altairbasic.org/math_dis_6.htm#FPush) | Push old rhs |
| 0826 | EB |  | XCHG |  |
| 0827 | CD120A |  | CALL [FLoadFromBCDE](http://altairbasic.org/math_dis_6.htm#FLoadFromBCDE) | rhs = old lhs |
| 082A | C1 |  | POP B | lhs = old rhs. |
| 082B | D1 |  | POP D |  |
| Unpack the mantissas. This loses the signs of both numbers, but we do get back their relationship : the call to FUnpackMantissas leaves A +ve if the signs mismatched, or -ve if the signs were equal. |
| 082C | F5 |  | PUSH PSW | Preserve exponent diff |
| 082D | CD370A |  | CALL [FUnpackMantissas](http://altairbasic.org/math_dis_7.htm#FUnpackMantissas) |  |
| 0830 | 67 |  | MOV H,A | H=sign relationship |
| 0831 | F1 |  | POP PSW | A=exponent diff. |
| Align lhs with rhs. |
| 0832 | CDC908 |  | CALL [FMantissaRtMult](http://altairbasic.org/math_dis_3.htm#FMantissaRtMult) | Shift lhs mantissa right by (exponent diff) places. |
| Decide whether to add or subtract the mantissas. We subtract if the signs were mismatched. |
| 0835 | B4 |  | ORA H | A=0 after last call, so this tests |
| 0836 | 216F01 |  | LXI H,[FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM) | the sign relationship. |
| 0839 | F24D08 |  | JP [FSubMantissas](http://altairbasic.org/math_dis_2.htm#FSubMantissas) | Jump ahead if we need to subtract. |
| Add the mantissas. |
| 083C | CDA908 |  | CALL [FAddMantissas](http://altairbasic.org/math_dis_3.htm#FAddMantissas) |  |
| 083F | D27E08 |  | JNC [FRoundUp](http://altairbasic.org/math_dis_3.htm#FRoundUp) | Jump ahead if that didn't overflow. |
| 0842 | 23 |  | INX H | Flip the sign in FTEMP\_SIGN. |
| 0843 | 34 |  | INR M |  |
| 0844 | CAA408 |  | JZ [Overflow](http://altairbasic.org/math_dis_3.htm#Overflow) | Error out if exponent overflowed. |
| 0847 | CDD608 |  | CALL [FMantissaRtOnce](http://altairbasic.org/math_dis_3.htm#FMantissaRtOnce) | Shift mantissa one place right |
| 084A | C37E08 |  | JMP [FRoundUp](http://altairbasic.org/math_dis_3.htm#FRoundUp) | Jump ahead. |
| Subtract lhs mantissa from rhs mantissa. |
| 084D | AF | FSubMantissas | XRA A | B=0-B |
| 084E | 90 |  | SUB B |  |
| 084F | 47 |  | MOV B,A |  |
| 0850 | 7E |  | MOV A,M | E=(FACCUM)-E |
| 0851 | 9B |  | SBB E |  |
| 0852 | 5F |  | MOV E,A |  |
| 0853 | 23 |  | INX H |  |
| 0854 | 7E |  | MOV A,M | D=(FACCUM+1)-D |
| 0855 | 9A |  | SBB D |  |
| 0856 | 57 |  | MOV D,A |  |
| 0857 | 23 |  | INX H |  |
| 0858 | 7E |  | MOV A,M | C=(FACCUM+2)-C |
| 0859 | 99 |  | SBB C |  |
| 085A | 4F |  | MOV C,A |  |

Fall into FNormalise

## 2.3 Mantissa Magic

A group of functions for manipulating mantissas.

### FNormalise

Result mantissa in CDEB is normalised, rounded up to CDE, and stored in FACCUM.

|  |
| --- |
| If carry set then negate the mantissa. Most users of this function call over this step. |
| 085B | DCB508 | FNormalise | CC [FNegateInt](http://altairbasic.org/math_dis_3.htm#FNegateInt) |  |
| Normalise the mantissa : We shift it left until bit 23 is set. |
| 085E | 2600 |  | MVI H,00 |  |
| 0860 | 79 |  | MOV A,C | Test most-significant bit of mantissa |
| 0861 | B7 |  | ORA A | and jump ahead if it's 1. |
| 0862 | FA7E08 |  | JM [FRoundUp](http://altairbasic.org/math_dis_3.htm#FRoundUp) |  |
| 0865 | FEE0 | NormLoop | CPI E0 | If we've shifted 32 times, |
| 0867 | CABE09 |  | JZ [FZero](http://altairbasic.org/math_dis_4.htm#FZero) | then the number is 0. |
| 086A | 25 |  | DCR H |  |
| 086B | 78 |  | MOV A,B | Left-shift extra mantissa byte |
| 086C | 87 |  | ADD A |  |
| 086D | 47 |  | MOV B,A |  |
| 086E | CD9008 |  | CALL [FMantissaLeft](http://altairbasic.org/math_dis_3.htm#FMantissaLeft) | Left-shift mantissa. |
| 0871 | 7C |  | MOV A,H |  |
| 0872 | F26508 |  | JP [NormLoop](http://altairbasic.org/math_dis_3.htm#NormLoop) | Loop |
| Adjust exponent by however many left-shifts had do be done during normalization. |
| 0875 | 217201 |  | LXI H,[FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM)+3 |  |
| 0878 | 86 |  | ADD M |  |
| 0879 | 77 |  | MOV M,A | Since A was a -ve number, that certainly should |
| 087A | D2BE09 |  | JNC [FZero](http://altairbasic.org/math_dis_4.htm#FZero) | have carried, hence the extra check for zero. |
| 087D | C8 |  | RZ | ?why? |
| Round up the extra mantissa byte. |
| 087E | 78 | FRoundUp | MOV A,B | A=extra mantissa byte |
| 087F | 217201 |  | LXI H,[FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM)+3 |  |
| 0882 | B7 |  | ORA A | If bit 7 of the extra mantissa byte |
| 0883 | FC9A08 |  | CM [FMantissaInc](http://altairbasic.org/math_dis_3.htm#FMantissaInc) | is set, then round up the mantissa. |
| Set the sign and exit. The XRA C is interesting : remember that bit 7 of C is the most significant bit of the normalised mantissa, which is invariably 1. Also, we need to use this bit for the sign. Well, in FUnpackMantissas the temporary sign in FTEMP\_SIGN was inverted, so an XOR with 1 will get back the correct sign. |
| 0886 | 46 |  | MOV B,M | B=exponent |
| 0887 | 23 |  | INX H |  |
| 0888 | 7E |  | MOV A,M | A=FTEMP\_SIGN |
| 0889 | E680 |  | ANI 80 |  |
| 088B | A9 |  | XRA C | Bit 7 of C is always 1. Thi |
| 088C | 4F |  | MOV C,A |  |
| 088D | C3120A |  | JMP [FLoadFromBCDE](http://altairbasic.org/math_dis_6.htm#FLoadFromBCDE) | Exit via copying BCDE to FACCUM. |

### FMantissaLeft

Shift the mantissa in CDE left by one bit.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0890 | 7B | FMantissaLeft | MOV A,E |  |
| 0891 | 17 |  | RAL |  |
| 0892 | 5F |  | MOV E,A |  |
| 0893 | 7A |  | MOV A,D |  |
| 0894 | 17 |  | RAL |  |
| 0895 | 57 |  | MOV D,A |  |
| 0896 | 79 |  | MOV A,C |  |
| 0897 | 8F |  | ADC A |  |
| 0898 | 4F |  | MOV C,A |  |
| 0899 | C9 |  | RET |  |

### FMantissaInc

Increments the mantissa in CDE and handles overflow.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 089A | 1C | FMantissaInc | INR E |  |
| 089B | C0 |  | RNZ |  |
| 089C | 14 |  | INR D |  |
| 089D | C0 |  | RNZ |  |
| 089E | 0C |  | INR C |  |
| 089F | C0 |  | RNZ |  |
| 08A0 | 0E80 |  | MVI C,80 | Mantissa overflowed to zero, so set it |
| 08A2 | 34 |  | INR M | to 1 and increment the exponent. |
| 08A3 | C0 |  | RNZ | And if the exponent overflows... |

### Overflow

A convenient place for exiting with the overflow (OV) error.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 08A4 | 1E0A | Overflow | MVI E,0A |  |
| 08A6 | C3D501 |  | JMP [Error](http://altairbasic.org/int_dis_4.htm#Error) |  |

### FAddMantissas

Adds the mantissa pointed to by HL to the one in CDE.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 08A9 | 7E | FAddMantissas | MOV A,M |  |
| 08AA | 83 |  | ADD E |  |
| 08AB | 5F |  | MOV E,A |  |
| 08AC | 23 |  | INX H |  |
| 08AD | 7E |  | MOV A,M |  |
| 08AE | 8A |  | ADC D |  |
| 08AF | 57 |  | MOV D,A |  |
| 08B0 | 23 |  | INX H |  |
| 08B1 | 7E |  | MOV A,M |  |
| 08B2 | 89 |  | ADC C |  |
| 08B3 | 4F |  | MOV C,A |  |
| 08B4 | C9 |  | RET |  |

### 

### FNegateInt

Negate the 32-bit integer in CDEB by subtracting it from zero. Also flips the sign in FTEMP. Used by FAsInteger and FAdd.

|  |
| --- |
| Flip the sign byte kept in FTEMP. |
| 08B5 | 217301 | FNegateInt | LXI H,[FTEMP](http://altairbasic.org/int_dis_3.htm#FTEMP) |  |
| 08B8 | 7E |  | MOV A,M |  |
| 08B9 | 2F |  | CMA |  |
| 08BA | 77 |  | MOV M,A |  |
| Negate extended mantissa, ie CDEB = 0 - CDEB. |
| 08BB | AF |  | XRA A |  |
| 08BC | 6F |  | MOV L,A |  |
| 08BD | 90 |  | SUB B |  |
| 08BE | 47 |  | MOV B,A |  |
| 08BF | 7D |  | MOV A,L |  |
| 08C0 | 9B |  | SBB E |  |
| 08C1 | 5F |  | MOV E,A |  |
| 08C2 | 7D |  | MOV A,L |  |
| 08C3 | 9A |  | SBB D |  |
| 08C4 | 57 |  | MOV D,A |  |
| 08C5 | 7D |  | MOV A,L |  |
| 08C6 | 99 |  | SBB C |  |
| 08C7 | 4F |  | MOV C,A |  |
| 08C8 | C9 |  | RET |  |

### FMantissaRtMult

Shifts the mantissa in CDE right by A places. Note that lost bits end up in B, general practice so we can round up from something later should we need to.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 08C9 | 0600 | FMantissaRtMult | MVI B,00 | Initialise extra mantissa byte |
| 08CB | 3C |  | INR A |  |
| 08CC | 6F |  | MOV L,A |  |
| 08CD | AF | RtMultLoop | XRA A |  |
| 08CE | 2D |  | DCR L |  |
| 08CF | C8 |  | RZ |  |
| 08D0 | CDD608 |  | CALL [FMantissaRtOnce](http://altairbasic.org/math_dis_3.htm#FMantissaRtOnce) |  |
| 08D3 | C3CD08 |  | JMP [RtMultLoop](http://altairbasic.org/math_dis_3.htm#RtMultLoop) |  |

### FMantissaRtOnce

Shifts the mantissa in CDE one bit right.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 08D6 | 79 | FMantissaRtOnce | MOV A,C |  |
| 08D7 | 1F |  | RAR |  |
| 08D8 | 4F |  | MOV C,A |  |
| 08D9 | 7A |  | MOV A,D |  |
| 08DA | 1F |  | RAR |  |
| 08DB | 57 |  | MOV D,A |  |
| 08DC | 7B |  | MOV A,E |  |
| 08DD | 1F |  | RAR |  |
| 08DE | 5F |  | MOV E,A |  |
| 08DF | 78 |  | MOV A,B | NB: B is the extra |
| 08E0 | 1F |  | RAR | mantissa byte. |
| 08E1 | 47 |  | MOV B,A |  |
| 08E2 | C9 |  | RET |  |

**2.4 Multiplication & Division**

blah

**FMul**

Multiplying two floating point numbers is theoretically simple. All we have to do is add the exponents, multiply the mantissas, and normalise the result. The only problem is that the 8080 didn't have a MUL instruction. Therefore the fundamental logic of multiplication (shift and add) is done by hand in this function. FMul's logic read something like this :

1. Get lhs and rhs. Exit if rhs=0.
2. Add lhs and rhs exponents
3. Initialise result mantissa to 0.
4. Get rightmost bit of rhs.
5. If this bit is set then add the lhs mantissa to the result mantissa.
6. Shift result mantissa right one bit.
7. Get next bit of rhs mantissa. If not done all 24 bits, loop back to 5.
8. Jump to FNormalise

Alternatively, here's some C++ pseudo-code :

float FMul(float lhs, float rhs)  
{  
  float result = 0;  
  for (int bit=0 ; bit<24 ; bit++) {  
    if (lhs.mantissa & (2^bit)) {  
      result.mantissa += rhs.mantissa;  
    }  
    result.mantissa>>=1;  
  }  
  return FNormalise(result);  
}

(fixme: Show why this works)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 08E3 | C1 | FMul | POP B | Get lhs in BCDE |
| 08E4 | D1 |  | POP D |  |
| 08E5 | EF |  | RST [FTestSign](http://altairbasic.org/int_dis_1.htm#FTestSign) | If rhs==0 then exit |
| 08E6 | C8 |  | RZ |  |
| Add the exponents. |
| 08E7 | 2E00 |  | MVI L,00 | L=0 to signify exponent add |
| 08E9 | CD9B09 |  | CALL [FExponentAdd](http://altairbasic.org/math_dis_4.htm#FExponentAdd) |  |
| Store the lhs mantissa in the operands for FMulInnerLoop |
| 08EC | 79 |  | MOV A,C |  |
| 08ED | 321709 |  | STA [FMulInnerLoop](http://altairbasic.org/math_dis_4.htm#FMulInnerLoop)+13 |  |
| 08F0 | EB |  | XCHG |  |
| 08F1 | 221209 |  | SHLD [FMulInnerLoop](http://altairbasic.org/math_dis_4.htm#FMulInnerLoop)+8 |  |
| Initialise result mantissa CDEB to 0. |
| 08F4 | 010000 |  | LXI B,0000 |  |
| 08F7 | 50 |  | MOV D,B |  |
| 08F8 | 58 |  | MOV E,B |  |
| Set return address to FNormalise |
| 08F9 | 215E08 |  | LXI H,[FNormalise](http://altairbasic.org/math_dis_3.htm#FNormalise)+3 |  |
| 08FC | E5 |  | PUSH H |  |
| A great trick! FMul's outer loop works on one byte of multiplicand at a time. There are three bytes to do, so by pushing the address of the loop onto the stack twice, we can cheaply run the loop 3 times without needing a counter. |
| 08FD | 210509 |  | LXI H,[FMulOuterLoop](http://altairbasic.org/math_dis_4.htm#FMulOuterLoop) |  |
| 0900 | E5 |  | PUSH H |  |
| 0901 | E5 |  | PUSH H |  |
| 0902 | 216F01 |  | LXI H,[FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM) |  |
| 0905 | 7E | FMulOuterLoop | MOV A,M | A=FACCUM mantissa byte |
| 0906 | 23 |  | INX H |  |
| 0907 | E5 |  | PUSH H | Preserve FACCUM ptr |
| 0908 | 2E08 |  | MVI L,08 | 8 bits to do |
| Inner loop processes a single byte of multiplicand. |
| 090A | 1F | FMulInnerLoop | RAR | Test lowest bit of mantissa byte |
| 090B | 67 |  | MOV H,A | Preserve mantissa byte |
| 090C | 79 |  | MOV A,C | A=result mantissa's high byte |
| 090D | D21909 |  | JNC 0919 | If that bit of multiplicand was 0, then skip over adding mantissas. |
| Add the lhs mantissa to the result mantissa |
| 0910 | E5 |  | PUSH H |  |
| 0911 | 210000 |  | LXI H,0000 |  |
| 0914 | 19 |  | DAD D |  |
| 0915 | D1 |  | POP D |  |
| 0916 | CE00 |  | ACI 00 | A=result mantissa high byte. This gets back to C |
| 0918 | EB |  | XCHG | in the call to FMantissaRtOnce+1. |
| Shift result mantissa right and loop back to inner loop if we haven't done all 8 bits yet. |
| 0919 | CDD708 |  | CALL [FMantissaRtOnce](http://altairbasic.org/math_dis_3.htm#FMantissaRtOnce)+1 |  |
| 091C | 2D |  | DCR L |  |
| 091D | 7C |  | MOV A,H | Restore mantissa byte and |
| 091E | C20A09 |  | JNZ [FMulInnerLoop](http://altairbasic.org/math_dis_4.htm#FMulInnerLoop) | jump back if L is not yet 0. |
| 0921 | E1 | PopHLandReturn | POP H | Restore FACCUM ptr |
| 0922 | C9 |  | RET | Return to FMulOuterLoop, or if finished that then exit to FNormalise |

**FDivByTen**

Divides FACCUM by 10. Used in FOut to bring the number into range before printing.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0923 | CD020A |  | CALL [FPush](http://altairbasic.org/math_dis_6.htm#FPush) |  |
| 0926 | 012084 |  | LXI B,8420 | BCDE=(float)10; |
| 0929 | 110000 |  | LXI D,0000 |  |
| 092C | CD120A |  | CALL [FLoadFromBCDE](http://altairbasic.org/math_dis_6.htm#FLoadFromBCDE) |  |

**FDiv**

fixme: work out how this works!

|  |
| --- |
| Get lhs into BCDE. |
| 092F | C1 | FDiv | POP B |  |
| 0930 | D1 |  | POP D |  |
| If rhs is zero, then divide-by-zero error. |
| 0931 | EF |  | RST [FTestSign](http://altairbasic.org/int_dis_1.htm#FTestSign) |  |
| 0932 | CAD301 |  | JZ [DivideByZero](http://altairbasic.org/int_dis_4.htm#DivideByZero) |  |
| Subtract exponents. |
| 0935 | 2EFF |  | MVI L,FF |  |
| 0937 | CD9B09 |  | CALL [FExponentAdd](http://altairbasic.org/math_dis_4.htm#FExponentAdd) |  |
| Multiply FACCUM by 4, the easy way. |
| 093A | 34 |  | INR M |  |
| 093B | 34 |  | INR M |  |
| Decrement HL so it points to most-significant byte of FACCUM's mantissa. |
| 093C | 2B |  | DCX H |  |
| Copy FACCUM's mantissa to places in FDivLoop. |
| 093D | 7E |  | MOV A,M |  |
| 093E | 326009 |  | STA 0960 |  |
| 0941 | 2B |  | DCX H |  |
| 0942 | 7E |  | MOV A,M |  |
| 0943 | 325C09 |  | STA 095C |  |
| 0946 | 2B |  | DCX H |  |
| 0947 | 7E |  | MOV A,M |  |
| 0948 | 325809 |  | STA 0958 |  |
| Load B with most significant byte of lhs mantissa, and load HL with 0 (DE was zeroed previously) |
| 094B | 41 |  | MOV B,C |  |
| 094C | EB |  | XCHG |  |
| Initialise A and CDE to 0. |
| 094D | AF |  | XRA A |  |
| 094E | 4F |  | MOV C,A |  |
| 094F | 57 |  | MOV D,A |  |
| 0950 | 5F |  | MOV E,A |  |
| 0951 | 326309 |  | STA 0963 |  |
| Long division loop. |
| 0954 | E5 | FDivLoop | PUSH H |  |
| 0955 | C5 |  | PUSH B |  |
| 0956 | 7D |  | MOV A,L |  |
| 0957 | D600 |  | SUI 00 |  |
| 0959 | 6F |  | MOV L,A |  |
| 095A | 7C |  | MOV A,H |  |
| 095B | DE00 |  | SBI 00 |  |
| 095D | 67 |  | MOV H,A |  |
| 095E | 78 |  | MOV A,B |  |
| 095F | DE00 |  | SBI 00 |  |
| 0961 | 47 |  | MOV B,A |  |
| 0962 | 3E00 |  | MVI A,00 |  |
| 0964 | DE00 |  | SBI 00 |  |
| 0966 | 3F |  | CMC |  |
| 0967 | D27109 |  | JNC 0971 |  |
| 096A | 326309 |  | STA 0963 |  |
| 096D | F1 |  | POP PSW |  |
| 096E | F1 |  | POP PSW |  |
| LXI over the restoration of ?? ? |
| 096F | 37 |  | STC |  |
| 0970 | D2.... |  | JNC .... |  |
| 0971 | C1 |  | POP B |  |
| 0972 | E1 |  | POP H |  |
| 0973 | 79 |  | MOV A,C |  |
| 0974 | 3C |  | INR A |  |
| 0975 | 3D |  | DCR A |  |
| 0976 | 1F |  | RAR |  |
| 0977 | FA7F08 |  | JM [FRoundUp](http://altairbasic.org/math_dis_3.htm#FRoundUp)+1 |  |
| 097A | 17 |  | RAL |  |
| 097B | CD9008 |  | CALL [FMantissaLeft](http://altairbasic.org/math_dis_3.htm#FMantissaLeft) |  |
| DIVTEMP \*= 2 |
| 097E | 29 |  | DAD H |  |
| 097F | 78 |  | MOV A,B |  |
| 0980 | 17 |  | RAL |  |
| 0981 | 47 |  | MOV B,A |  |
| 0982 | 3A6309 |  | LDA 0963 |  |
| 0985 | 17 |  | RAL |  |
| 0986 | 326309 |  | STA 0963 |  |
| If CDE is not zero yet, then continue the long division loop. |
| 0989 | 79 |  | MOV A,C |  |
| 098A | B2 |  | ORA D |  |
| 098B | B3 |  | ORA E |  |
| 098C | C25409 |  | JNZ [FDivLoop](http://altairbasic.org/math_dis_4.htm#FDivLoop) |  |
| Finally divide FACCUM by 2 and loop back unless overflowed. |
| 098F | E5 |  | PUSH H |  |
| 0990 | 217201 |  | LXI H,[FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM)+3 |  |
| 0993 | 35 |  | DCR M |  |
| 0994 | E1 |  | POP H |  |
| 0995 | C25409 |  | JNZ [FDivLoop](http://altairbasic.org/math_dis_4.htm#FDivLoop) |  |
| 0998 | C3A408 |  | JMP [Overflow](http://altairbasic.org/math_dis_3.htm#Overflow) |  |

**FExponentAdd**

Here is code common to FMul and FDiv and is called by both of them. It's main job is to add (for FMul) or subtract (for FDiv) the binary exponents of the lhs and rhs arguments, for which on entry L=0 for addition or L=FF respectively.

|  |
| --- |
| If BCDE is 0, then we don't need to do anything and can jump to the function exit. |
| 099B | 78 | FExponentAdd | MOV A,B |  |
| 099C | B7 |  | ORA A |  |
| 099D | CABA09 |  | JZ [FExponentAdd](http://altairbasic.org/math_dis_4.htm#FExponentAdd)+31 |  |
| Exponent arithmetic. |
| 09A0 | 7D |  | MOV A,L | A=0 for add, FF for subtract. |
| 09A1 | 217201 |  | LXI H,[FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM)+3 |  |
| 09A4 | AE |  | XRA M | XOR with FAccum's exponent. |
| 09A5 | 80 |  | ADD B | Add exponents |
| 09A6 | 47 |  | MOV B,A |  |
| 09A7 | 1F |  | RAR | Carry (after the add) into bit 7. |
| 09A8 | A8 |  | XRA B | XOR with old bit 7. |
| 09A9 | 78 |  | MOV A,B |  |
| 09AA | F2B909 |  | JP [FExponentAdd](http://altairbasic.org/math_dis_4.htm#FExponentAdd)+30 | If |
| Add exponent bias, store in FACCUM+3 and if the result is 0 then discard return address and return to caller's caller. |
| 09AD | C680 |  | ADI 80 |  |
| 09AF | 77 |  | MOV M,A |  |
| 09B0 | CA2109 |  | JZ [PopHLandReturn](http://altairbasic.org/math_dis_4.htm#PopHLandReturn) |  |
| 09B3 | CD370A |  | CALL [FUnpackMantissas](http://altairbasic.org/math_dis_7.htm#FUnpackMantissas) |  |
| 09B6 | 77 |  | MOV M,A |  |
| 09B7 | 2B |  | DCX H |  |
| 09B8 | C9 |  | RET |  |
| 09B9 | B7 |  | ORA A |  |
| 09BA | E1 |  | POP H | Ignore return address so we'll end |
| 09BB | FAA408 |  | JM [Overflow](http://altairbasic.org/math_dis_3.htm#Overflow) | up to returning to caller's caller. And fall into FZero... |

**FZero**

Sets FACCUM to zero. Zero is stored in a slightly special way : the exponent is zero'ed without bias.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 09BE | AF | FZero | XRA A |  |
| 09BF | 327201 |  | STA [FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM)+3 |  |
| 09C2 | C9 |  | RET |  |

**FMulByTen**

Multiplies FACCUM by 10. Seems to be here for speed reasons, since this could be done very simply with a call to FMul.

|  |
| --- |
| Copy FACCUM to BCDE and return if it's 0. |
| 09C3 | CD1D0A | FMulByTen | CALL [FCopyToBCDE](http://altairbasic.org/math_dis_6.htm#FCopyToBCDE) |  |
| 09C6 | 78 |  | MOV A,B |  |
| 09C7 | B7 |  | ORA A |  |
| 09C8 | C8 |  | RZ |  |
| Multiply BCDE by 4. This is done by adding 2 to BCDE's exponent and erroring out if it overflows (ie exponent > 127 plus bias). |
| 09C9 | C602 |  | ADI 02 |  |
| 09CB | DAA408 |  | JC [Overflow](http://altairbasic.org/math_dis_3.htm#Overflow) |  |
| 09CE | 47 |  | MOV B,A |  |
| Add BCDE to FACCUM. So FACCUM is now the old FACCUM times 5. |
| 09CF | CD1208 |  | CALL [FAdd](http://altairbasic.org/math_dis_2.htm#FAdd)+2 |  |
| Multiply FACCUM by 2, done by incrementing the exponent. Now we have multiplied FACCUM by 10 and can exit, but notice that we also test for exponent overflow again. |
| 09D2 | 217201 |  | LXI H,[FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM)+3 |  |
| 09D5 | 34 |  | INR M |  |
| 09D6 | C0 |  | RNZ |  |
| 09D7 | C3A408 |  | JMP [Overflow](http://altairbasic.org/math_dis_3.htm#Overflow) |  |

## 2.5 Sign Magic

A group of functions for testing and changing the sign of an fp number.

### 

### FTestSign\_tail

When FACCUM is non-zero, RST FTestSign jumps here to get the sign as an integer : 0x01 for positive, 0xFF for negative.

|  |
| --- |
| Load A with the most-significant byte of FACCUM, the top-most bit of which holds the sign. Then we LXI into SignToInt. |
| 09DA | 3A7101 | FTestSign\_tail | LDA [FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM)+2 |  |
| 09DD | FE.. |  | CPI .. |  |

### InvSignToInt

Inverts the sign byte in A before falling into SigntoInt.

|  |
| --- |
| Simply invert A. |
| 09DE | 2F | InvSignToInt | CMA |  |

### SignToInt

Converts the sign byte in A to 0x01 for positive, 0xFF for negative.

|  |
| --- |
| Get bit 7 into carry flag and subtract from itself with carry. If A was +ve then it is now 0, whereas if A was -ve then A is now FF. |
| 09DF | 17 | SignToInt | RAL |  |
| 09E0 | 9F |  | SBB A |  |
| Return if A is FF, otherwise return with A=1. |
| 09E1 | C0 |  | RNZ |  |
| 09E2 | 3C |  | INR A |  |
| 09E3 | C9 |  | RET |  |

### 

### Sgn

Returns an integer that indicates FACCUM's sign. We do this by a simple call to FTestSign which gets the answer in A, then fall into FCharToFloat to get that answer back into FACCUM.

|  |
| --- |
| Get FACCUM's sign in A. A will be 0x01 for positive, 0 for zero, and 0xFF for negative. |
| 09E4 | EF | Sgn | RST [FTestSign](http://altairbasic.org/int_dis_1.htm#FTestSign) |  |

### 

### FCharToFloat

Converts the signed byte in A to a floating-point number in FACCUM..

|  |
| --- |
| Get the char value in A as an unnormlised floating-point number. |
| 09E5 | 0688 | FCharToFloat | MVI B,88 | ie 2^8 |
| 09E7 | 110000 |  | LXI D,0000 |  |
| 09EA | 217201 |  | LXI H,[FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM)+3 |  |
| 09ED | 4F |  | MOV C,A |  |
| ]Set FACCUM's exponent to 2^8, in preparation for a jump into FNormalise. |
| 09EE | 70 |  | MOV M,B |  |
| 09EF | 0600 |  | MVI B,00 |  |
| Set FTEMP to 0x80, another preparation step for FNormalise. |
| 09F1 | 23 |  | INX H |  |
| 09F2 | 3680 |  | MVI M,80 |  |
| Get sign into carry flag and jump to FNormalise. |
| 09F4 | 17 |  | RAL |  |
| 09F5 | C35B08 |  | JMP [FNormalise](http://altairbasic.org/math_dis_3.htm#FNormalise) |  |

### Abs

FACCUM = |FACCUM|.

|  |
| --- |
| Return if FACCUM is already positive, otherwise fall into FNegate to make it positive. |
| 09F8 | EF | Abs | RST [FTestSign](http://altairbasic.org/int_dis_1.htm#FTestSign) |  |
| 09F9 | F0 |  | RP |  |

### FNegate

Negate FACCUM's sign, ie FACCUM = -FACCUM.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 09FA | 217101 | FNegate | LXI H,[FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM)+2 |  |
| 09FD | 7E |  | MOV A,M |  |
| 09FE | EE80 |  | XRI 80 |  |
| 0A00 | 77 |  | MOV M,A |  |
| 0A01 | C9 |  | RET |  |

## 2.6 Moving FACCUM about

A group of functions for loading, copying, and pushing FACCUM.

### FPush

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0A02 | EB | FPush | XCHG |  |
| 0A03 | 2A6F01 |  | LHLD [FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM) |  |
| 0A06 | E3 |  | XTHL |  |
| 0A07 | E5 |  | PUSH H |  |
| 0A08 | 2A7101 |  | LHLD [FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM)+2 |  |
| 0A0B | E3 |  | XTHL |  |
| 0A0C | E5 |  | PUSH H |  |
| 0A0D | EB |  | XCHG |  |
| 0A0E | C9 |  | RET |  |

### 

### FLoadFromMem

FLoadFromMem loads FACCUM with the fp number pointed to by HL. It does this by calling a function to load BCDE with the in-memory number, then falls into FLoadFromBCDE.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0A0F | CD200A | FLoadFromMem | CALL [FLoadBCDEfromMem](http://altairbasic.org/math_dis_6.htm#FLoadBCDEfromMem) |  |

### FLoadFromBCDE

Loads FACCUM with BCDE.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0A12 | EB | FLoadFromBCDE | XCHG |  |
| 0A13 | 226F01 |  | SHLD [FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM) |  |
| 0A16 | 60 |  | MOV H,B |  |
| 0A17 | 69 |  | MOV L,C |  |
| 0A18 | 227101 |  | SHLD [FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM)+2 |  |
| 0A1B | EB |  | XCHG |  |
| 0A1C | C9 |  | RET |  |

### FCopyToBCDE and FLoadBCDE

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0A1D | 216F01 | FCopyToBCDE | LXI H,[FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM) |  |
| 0A20 | 5E | FLoadBCDEfromMem | MOV E,M |  |
| 0A21 | 23 |  | INX H |  |
| 0A22 | 56 |  | MOV D,M |  |
| 0A23 | 23 |  | INX H |  |
| 0A24 | 4E |  | MOV C,M |  |
| 0A25 | 23 |  | INX H |  |
| 0A26 | 46 |  | MOV B,M |  |
| 0A27 | 23 | IncHL+Return | INX H |  |
| 0A28 | C9 |  | RET |  |

### FCopyToMem

Copies FACCUM to another place in memory pointed to by HL.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0A29 | 116F01 | FCopyToMem | LXI D,[FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM) |  |
| 0A2C | 0604 |  | MVI B,04 |  |
| 0A2E | 1A | FCopyLoop | LDAX D |  |
| 0A2F | 77 |  | MOV M,A |  |
| 0A30 | 13 |  | INX D |  |
| 0A31 | 23 |  | INX H |  |
| 0A32 | 05 |  | DCR B |  |
| 0A33 | C22E0A |  | JNZ [FCopyLoop](http://altairbasic.org/math_dis_6.htm#FCopyLoop) |  |
| 0A36 | C9 |  | RET |  |

## 2.7 Unpacking & Comparison

Two functions : the first is for unpacking the mantissas of two floating-point numbers, the second is for comparing two floating-point numbers.

### 

### FUnpackMantissas

Unpacks the mantissas of FACCUM and BCDE. This is simple enough - we just restore the missing most-significant bit, invariably a 1 (see tech note). Unfortunately, doing this loses the sign bits of both packed numbers.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| To compensate for this, a combination of both signs is returned. Duing the function FACC's sign is negated and later xor'ed with BCDE's sign, and returned in bit 7 of A. The effect of this is when the function returns, A is +ve if the signs mismatched, or -ve if the signs matched. | |  |  |  |  | | --- | --- | --- | --- | | **FACC** | **Negated FACC** | **BCDE** | **Result after XOR** | | + | - | + | - | | + | - | - | + | | - | + | + | + | | - | + | - | - | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0A37 | 217101 | FUnpackMantissas | LXI H,[FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM)+2 |  |
| 0A3A | 7E |  | MOV A,M |  |
| 0A3B | 07 |  | RLC | Move FACCUM's sign to bit 0. |
| 0A3C | 37 |  | STC | Set MSB of FACCUM mantissa, |
| 0A3D | 1F |  | RAR | FACCUM's sign is now in carry. |
| 0A3E | 77 |  | MOV M,A |  |
| 0A3F | 3F |  | CMC | Negate FACCUM's sign. |
| 0A40 | 1F |  | RAR | Bit 7 of A is now FACCUM's sign. |
| 0A41 | 23 |  | INX H | Store negated FACCUM sign at FTEMP\_SIGN. |
| 0A42 | 23 |  | INX H |  |
| 0A43 | 77 |  | MOV M,A |  |
| 0A44 | 79 |  | MOV A,C |  |
| 0A45 | 07 |  | RLC | Set MSB of BCDE mantissa, |
| 0A46 | 37 |  | STC | BCDE's sign is now in carry. |
| 0A47 | 1F |  | RAR |  |
| 0A48 | 4F |  | MOV C,A |  |
| 0A49 | 1F |  | RAR | Bit 7 of A is now BCDE's sign |
| 0A4A | AE |  | XRA M | XORed with FTEMP\_SIGN. |
| 0A4B | C9 |  | RET |  |

### FCompare

Compares FACCUM to BCDE, with the result being returned in A as follows :

FACCUM > BCDE, A = 0x01.  
FACCUM < BCDE, A = 0xFF.  
FACCUM = BCDE, A = 0.

|  |
| --- |
| If BCDE is zero, then we don't need to compare and can just return via FTestSign. |
| 0A4C | 78 | FCompare | MOV A,B |  |
| 0A4D | B7 |  | ORA A |  |
| 0A4E | CA2800 |  | JZ [FTestSign](http://altairbasic.org/int_dis_1.htm#FTestSign) |  |
| Set return address to InvSignToInt |
| 0A51 | 21DE09 |  | LXI H,[InvSignToInt](http://altairbasic.org/math_dis_5.htm#InvSignToInt) |  |
| 0A54 | E5 |  | PUSH H |  |
| Test FACCUM's sign, and return with A=the inverse of BCDE's sign if FACCUM is zero. |
| 0A55 | EF |  | RST [FTestSign](http://altairbasic.org/int_dis_1.htm#FTestSign) |  |
| 0A56 | 79 |  | MOV A,C |  |
| 0A57 | C8 |  | RZ |  |
|  |
| 0A58 | 217101 |  | LXI H,[FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM)+2 |  |
| 0A5B | AE |  | XRA M |  |
| 0A5C | 79 |  | MOV A,C |  |
| 0A5D | F8 |  | RM |  |
| Call function to test for equality. If BCDE and FACCUM are equal, then this function will not return here, but to FCompare's caller. |
| 0A5E | CD640A |  | CALL [FIsEqual](http://altairbasic.org/math_dis_7.htm#FIsEqual) |  |
| Not equal. We get the carry flag (indicating greater/lesser relationship) into bit 7 of A and then XOR that with ??? and return to 09DE. |
| 0A61 | 1F |  | RAR |  |
| 0A62 | A9 |  | XRA C |  |
| 0A63 | C9 |  | RET |  |
| Test for equality between BCDE and FACCUM. |
| 0A64 | 23 | FIsEqual | INX H |  |
| 0A65 | 78 |  | MOV A,B |  |
| 0A66 | BE |  | CMP M |  |
| 0A67 | C0 |  | RNZ |  |
| 0A68 | 2B |  | DCX H |  |
| 0A69 | 79 |  | MOV A,C |  |
| 0A6A | BE |  | CMP M |  |
| 0A6B | C0 |  | RNZ |  |
| 0A6C | 2B |  | DCX H |  |
| 0A6D | 7A |  | MOV A,D |  |
| 0A6E | BE |  | CMP M |  |
| 0A6F | C0 |  | RNZ |  |
| 0A70 | 2B |  | DCX H |  |
| 0A71 | 7B |  | MOV A,E |  |
| 0A72 | 96 |  | SUB M |  |
| 0A73 | C0 |  | RNZ |  |
| Equality, ie BCDE==FACCUM. In this case we can lose the first two return addresses on the stack, and return the caller of FCompare. |
| 0A74 | E1 |  | POP H | Lose 0A5E |
| 0A75 | E1 |  | POP H | Lose 09DE |
| 0A76 | C9 |  | RET | Return to caller |

## 2.8 Converting to Integer

blah

### 

### FAsInteger

Returns the integer part of FACCUM in CDE.

|  |
| --- |
| Return with BCDE=0 if A=0. |
| 0A77 | 47 | FAsInteger | MOV B,A |  |
| 0A78 | 4F |  | MOV C,A |  |
| 0A79 | 57 |  | MOV D,A |  |
| 0A7A | 5F |  | MOV E,A |  |
| 0A7B | B7 |  | ORA A |  |
| 0A7C | C8 |  | RZ |  |
| Preserve HL and copy FACCUM to BCDE |
| 0A7D | E5 |  | PUSH H |  |
| 0A7E | CD1D0A |  | CALL [FCopyToBCDE](http://altairbasic.org/math_dis_6.htm#FCopyToBCDE) |  |
| Unpack FACCUM's mantissa to get the hidden most-significant-bit (see top of page) and get the sign back via an XOR to undo what FUnpackMantissas did with it. Preserve the sign in H |
| 0A81 | CD370A |  | CALL [FUnpackMantissas](http://altairbasic.org/math_dis_7.htm#FUnpackMantissas) |  |
| 0A84 | AE |  | XRA M | Get sign back |
| 0A85 | 67 |  | MOV H,A |  |
| If FACCUM was negative then decrement the mantissa (two's complement?) |
| 0A86 | FC9B0A |  | CM [FMantissaDec](http://altairbasic.org/math_dis_8.htm#FMantissaDec) |  |
| Shift mantissa in CDE right by (24-B) places. This gets the integer part of FACCUM into CDE, which is the whole point of the function. |
| 0A89 | 3E98 |  | MVI A,98 | Shift mantissa right |
| 0A8B | 90 |  | SUB B | by (24-exponent) places? |
| 0A8C | CDC908 |  | CALL [FMantissaRtOnce](http://altairbasic.org/math_dis_3.htm#FMantissaRtOnce) | WHY? |
| If floating point sign is negative (ie bit 7 of H set) then two's complement CDE to get the signed integer. We do two's complement by first adding 1, then negating. |
| 0A8F | 7C |  | MOV A,H |  |
| 0A90 | 17 |  | RAL |  |
| 0A91 | DC9A08 |  | CC [FMantissaInc](http://altairbasic.org/math_dis_3.htm#FMantissaInc) |  |
| 0A94 | 0600 |  | MVI B,00 | Needed for FNegateInt. |
| 0A96 | DCB508 |  | CC [FNegateInt](http://altairbasic.org/math_dis_3.htm#FNegateInt) |  |
| Restore HL and return with the integer result in CDE. |
| 0A99 | E1 |  | POP H |  |
| 0A9A | C9 |  | RET |  |

### FMantissaDec

Decrements the mantissa in CDE.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0A9B | 1B | FMantissaDec | DCX D | DE-- |
| 0A9C | 7A |  | MOV A,D | If DE!=0xFFFF... |
| 0A9D | A3 |  | ANA E |  |
| 0A9E | 3C |  | INR A |  |
| 0A9F | C0 |  | RNZ | ... then return |
| 0AA0 | 0D |  | DCR C | C-- |
| 0AA1 | C9 |  | RET |  |

### Int

Removes the fractional part of FACCUM.

|  |
| --- |
| If FACCUM's exponent is >= 2^24, then it's too big to hold any fractional part - it is already an integer, so we just return. |
| 0AA2 | 217201 | Int | LXI H,[FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM)+3 |  |
| 0AA5 | 7E |  | MOV A,M |  |
| 0AA6 | FE98 |  | CPI 98 |  |
| 0AA8 | D0 |  | RNC |  |
| Convert FACCUM to an integer in CDE. On returning, HL points to FACCUM's exponent byte (ie FACCUM+3). |
| 0AA9 | CD770A |  | CALL [FAsInteger](http://altairbasic.org/math_dis_8.htm#FAsInteger) |  |
| Now we need to convert the integer in CDE to a proper floating point value. To do this we first set FACCUM's exponent to 2^24. |
| 0AAC | 3698 |  | MVI M,98 |  |
| 0AAE | 79 |  | MOV A,C |  |
| 0AAF | 17 |  | RAL |  |
| 0AB0 | C35B08 |  | JMP 085B |  |

## 2.9 Reading Numbers

Function that reads a floating-point number from ASCII text.

### FIn

Reads a string and converts it to a floating point number in FACCUM. The first thing we do is some initialisation.

|  |
| --- |
| Decrement string ptr so it points to just before the number, also set FACCUM to 0. |
| 0AB3 | 2B | FIn | DCX H |  |
| 0AB4 | CDBE09 |  | CALL [FZero](http://altairbasic.org/math_dis_4.htm#FZero) |  |
| Set B,D,E to 0 and C to 255. |
| 0AB7 | 47 |  | MOV B,A | B=count of fractional digits |
| 0AB8 | 57 |  | MOV D,A | D=exponent sign |
| 0AB9 | 5F |  | MOV E,A | E=exponent |
| 0ABA | 2F |  | CMA | C=decimal\_point\_done (0xFF for no, 0x00 for yes) |
| 0ABB | 4F |  | MOV C,A |  |

This is the head of the loop that processes one character of ASCII text at a time.

|  |
| --- |
| Get next ASCII character and if it's a digit (as determined by carry flag) then jump down to ProcessDigit. |
| 0ABC | D7 | FInLoop | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| 0ABD | DA040B |  | JC [ProcessDigit](http://altairbasic.org/math_dis_9.htm#ProcessDigit) |  |
| If we have a decimal point then jump down to increment C and loop back up here (unless we've already encountered a decimal point). |
| 0AC0 | FE2E |  | CPI '.' |  |
| 0AC2 | CAE40A |  | JZ 0AE4 |  |
| If it's not an 'E' indicating exponent then assume we've reached the end of the number and jump to ScaleResult. |
| 0AC5 | FE45 |  | CPI 'E' |  |
| 0AC7 | C2E80A |  | JNZ [ScaleResult](http://altairbasic.org/math_dis_9.htm#ScaleResult) |  |

A decimal exponent has been given (eg 'E+23'). Here we read that (signed) exponent value into E. In this block we use D to hold the exponent sign (0xFF for minus and 0x01 for positive) while we loop reading the digits

|  |
| --- |
| Get first character of exponent (following the E). |
| 0ACA | D7 | GetExponent | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| 0ACB | 15 |  | DCR D |  |
| 0ACC | FE99 |  | CPI KWID\_- |  |
| 0ACE | CAD80A |  | JZ [NextExponentDigit](http://altairbasic.org/math_dis_9.htm#NextExponentDigit) |  |
| 0AD1 | 14 |  | INR D |  |
| 0AD2 | FE98 |  | CPI KWID\_+ |  |
| 0AD4 | CAD80A |  | JZ [NextExponentDigit](http://altairbasic.org/math_dis_9.htm#NextExponentDigit) |  |
| Exponent sign was not given, so it's implicitly +ve (D is 0 after above). We decrement HL so we can get the same character again without jumping. |
| 0AD7 | 2B |  | DCX H |  |
| If the next char is a digit (of the exponent) then jump down to deal with it. |
| 0AD8 | D7 | NextExponentDigit | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| 0AD9 | DA230B |  | JC [DoExponentDigit](http://altairbasic.org/math_dis_9.htm#DoExponentDigit) |  |
| 0ADC | 14 |  | INR D |  |
| 0ADD | C2E80A |  | JNZ [ScaleResult](http://altairbasic.org/math_dis_9.htm#ScaleResult) |  |
| D was 0xFF (ie negative exponent) therefore E = 0 - E |
| 0AE0 | AF |  | XRA A |  |
| 0AE1 | 93 |  | SUB E |  |
| 0AE2 | 5F |  | MOV E,A |  |
| 0AE3 | 0C |  | INR C | C was 0xFF, so here it |
| 0AE4 | 0C |  | INR C | becomes 0x01. |
| 0AE5 | CABC0A |  | JZ [FInLoop](http://altairbasic.org/math_dis_9.htm#FInLoop) | If C is now zero |

We believe we've read all the characters that make up the number. The last thing that needs to be done is decimally scale our number in FACCUM with respect to the position of the decimal point and the decimal exponent value in E.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0AE8 | E5 | ScaleResult | PUSH H |  |
| The number of decimal positions to shift by is given by E-B, that is the (E)xponent minus the number of fractional digits given. The direction to shift in is also given by this subtraction, in the sign flag. This is preserved in the following loop. |
| 0AE9 | 7B |  | MOV A,E |  |
| 0AEA | 90 |  | SUB B |  |
| If we're shifting up (ie \*ing by 10) then call the function to do that and jump to the end of the loop. |
| 0AEB | F4FC0A | DecimalLoop | CP [DecimalShiftUp](http://altairbasic.org/math_dis_9.htm#DecimalShiftUp) |  |
| 0AEE | F2F70A |  | JP [DecimalLoopEnd](http://altairbasic.org/math_dis_9.htm#DecimalLoopEnd) |  |
| We're shifting down (ie sign flag is set) so call the function to do that and increment A, |
| 0AF1 | F5 |  | PUSH PSW |  |
| 0AF2 | CD2309 |  | CALL FDivByTen |  |
| 0AF5 | F1 |  | POP PSW |  |
| 0AF6 | 3C |  | INR A |  |
| If A is not yet 0 then we have more shifting to do and so loop back. Otherwise we restore the prog ptr and return. |
| 0AF7 | C2EB0A | DecimalLoopEnd | JNZ [DecimalLoop](http://altairbasic.org/math_dis_9.htm#DecimalLoop) |  |
| 0AFA | E1 |  | POP H |  |
| 0AFB | C9 |  | RET |  |

Helper function for shifting the result decimally up one place. We only do this if A !=0, and at the end we decrement A before returning.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0AFC | C8 | DecimalShiftUp | RZ |  |
| 0AFD | F5 |  | PUSH PSW |  |
| 0AFE | CDC309 |  | CALL [FMulByTen](http://altairbasic.org/math_dis_4.htm#FMulByTen) |  |
| 0B01 | F1 |  | POP PSW |  |
| 0B02 | 3D |  | DCR A |  |
| 0B03 | C9 |  | RET |  |

Process an ASCII digit. We multiply the current total by ten, then add this digit value to it.

|  |
| --- |
| Preserve the current exponent (DE) and copy the ASCII digit value to D. |
| 0B04 | D5 | ProcessDigit | PUSH D |  |
| 0B05 | 57 |  | MOV D,A |  |
| Increment the count of fractional digits in B. C is 0xFF if no decimal point has been encountered, and 0 if it has. Adding with carry (which is set before this block is jumped to) makes this work. |
| 0B06 | 78 |  | MOV A,B |  |
| 0B07 | 89 |  | ADC C |  |
| 0B08 | 47 |  | MOV B,A |  |
| 0B09 | C5 |  | PUSH B |  |
| 0B0A | E5 |  | PUSH H |  |
| Multiply the current total in FACCUM by ten and get the digit value in A. |
| 0B0B | D5 |  | PUSH D |  |
| 0B0C | CDC309 |  | CALL [FMulByTen](http://altairbasic.org/math_dis_4.htm#FMulByTen) |  |
| 0B0F | F1 |  | POP PSW |  |
| 0B10 | D630 |  | SUI '0' |  |
| Add this digit's value to FACCUM. To do this we first preserve FACCUM on the stack, then load FACCUM with the digit value (in A) via a call to FCharToFloat. Then we get the old FACCUM off the stack into BCDE and call FAdd. |
| 0B12 | CD020A |  | CALL [FPush](http://altairbasic.org/math_dis_6.htm#FPush) |  |
| 0B15 | CDE509 |  | CALL [FCharToFloat](http://altairbasic.org/math_dis_5.htm#FCharToFloat) |  |
| 0B18 | C1 |  | POP B |  |
| 0B19 | D1 |  | POP D |  |
| 0B1A | CD1208 |  | CALL [FAdd](http://altairbasic.org/math_dis_2.htm#FAdd)+2 |  |
| Restore regpairs and jump back to FInLoop |
| 0B1D | E1 |  | POP H |  |
| 0B1E | C1 |  | POP B |  |
| 0B1F | D1 |  | POP D |  |
| 0B20 | C3BC0A |  | JMP [FInLoop](http://altairbasic.org/math_dis_9.htm#FInLoop) |  |

Deal with a digit of the exponent. This is simple - just multiply the current exponent value (in E) by ten, then add the digit value to it, and finally jump back.

|  |
| --- |
| E=E\*10 + (HL) |
| 0B23 | 7B | DoExponentDigit | MOV A,E |  |
| 0B24 | 07 |  | RLC |  |
| 0B25 | 07 |  | RLC |  |
| 0B26 | 83 |  | ADD E |  |
| 0B27 | 07 |  | RLC |  |
| 0B28 | 86 |  | ADD M |  |
| 0B29 | D630 |  | SUI '0' |  |
| 0B2B | 5F |  | MOV E,A |  |
| 0B2C | C3D80A |  | JMP [NextExponentDigit](http://altairbasic.org/math_dis_9.htm#NextExponentDigit) |  |

## 2.10 Printing Numbers

Functions for printing floating-point numbers.

### PrintIN

Prints "IN " and falls into PrintInt. Used by the error handling code to print stuff like "?SN ERROR IN 50".

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0B2F | E5 | PrintIN | PUSH H |  |
| 0B30 | 218801 |  | LXI H,[szIn](http://altairbasic.org/int_dis_3.htm#szIn) |  |
| 0B33 | CDA305 |  | CALL [PrintString](http://altairbasic.org/int_dis_14.htm#PrintString) |  |
| 0B36 | E1 |  | POP H |  |

### PrintInt

Promotes the integer in HL to a floating-point number in FACC, sets the return address to PrintSz-1, and falls into FOut. The promotion from integer to float is interesting : the integer starts off by occupying the least significant bits of the mantissa CDE. The exponent in B is set to 24 (because, thus giving us an unnormalised but perfectly valid floating-point number in no time at all! Took me a while to see that...

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0B37 | EB | PrintInt | XCHG | DE=integer |
| 0B38 | AF |  | XRA A | A=0 (ends up in C) |
| 0B39 | 0698 |  | MVI B,98 | B (ie exponent) = 24 |
| 0B3B | CDEA09 |  | CALL [FCharToFloat](http://altairbasic.org/math_dis_5.htm#FCharToFloat)+5 |  |
| 0B3E | 21A205 |  | LXI H,PrintSz-1 |  |
| 0B41 | E5 |  | PUSH H |  |

### FOut

Prints a floating point number to the terminal.

|  |
| --- |
| Set HL to FBUFFER, which is where FACCUM gets printed to. |
| 0B42 | 217401 | FOut | LXI H,[FBUFFER](http://altairbasic.org/int_dis_3.htm#FBUFFER) |  |
| 0B45 | E5 |  | PUSH H |  |
| Test FACCUM. If it's positive then write a leading space; if it's negative then write a leading minus sign. |
| 0B46 | EF |  | RST [FTestSign](http://altairbasic.org/int_dis_1.htm#FTestSign) |  |
| 0B47 | 3620 |  | MVI M,' ' |  |
| 0B49 | F24E0B |  | JP [DoZero](http://altairbasic.org/math_dis_10.htm#DoZero) |  |
| 0B4C | 362D |  | MVI M,'-' |  |
| Write a '0', and if FACCUM equals 0 then jump to NullTerm-3, which is a convenient shortcut for null-terminating the output buffer. Jumping to NullTerm-3 means that a spurious byte (in C) gets written immediately following the null-terminator, but this isn't a problem because we're nowhere near the end of the buffer plus doing it this way we save a couple of bytes we would have lost had we insisted on jumping to NullTerm with C explicitly set to 0. If FACCUM is not zero then the '0' gets overwritten a few lines down. |
| 0B4E | 23 | DoZero | INX H |  |
| 0B4F | 3630 |  | MVI M,'0' |  |
| 0B51 | CAF70B |  | JZ [NullTerm](http://altairbasic.org/math_dis_10.htm#NullTerm)-3 |  |
| Make FACCUM a positive number by negating it if it's negative. |
| 0B54 | E5 |  | PUSH H |  |
| 0B55 | FCFA09 |  | CM [FNegate](http://altairbasic.org/math_dis_5.htm#FNegate) |  |
| Initialise Decimal Exponent Adjustment (hereafter shortened to DecExpAdj) to 0. |
| 0B58 | AF |  | XRA A |  |
| 0B59 | F5 |  | PUSH PSW |  |
| Here's where we bring FACCUM into range between 100,000 and 1,000,000 by multiplying or dividing by ten a number of times. The first call ensures FACCUM is less than 1,000,000 and the loop that follows makes it more than or equal to 100,000. The decimal exponent that we had to use on FACCUM to get it into this range (referred to as DecExpAdj) is kept on the stack. |
| 0B5A | CDFD0B |  | CALL [ToUnder1,000,000](http://altairbasic.org/math_dis_10.htm#ToUnder1,000,000) |  |
| 0B5D | 014391 | ToOver100,000 | LXI B,9143 | BCDE=(float)100,000. |
| 0B60 | 11F84F |  | LXI D,4FF8 |  |
| 0B63 | CD4C0A |  | CALL [FCompare](http://altairbasic.org/math_dis_7.htm#FCompare) | If FACCUM >= 100,000 |
| 0B66 | E27A0B |  | JPO [PrepareToPrint](http://altairbasic.org/math_dis_10.htm#PrepareToPrint) | then jump to PrepareToPrint. |
| 0B69 | F1 |  | POP PSW | A=DecExpAdj |
| 0B6A | CDFD0A |  | CALL [DecimalShiftUp](http://altairbasic.org/math_dis_9.htm#DecimalShiftUp) | FACCUM\*=10; DecExpAdj--; |
| 0B6D | F5 |  | PUSH PSW |  |
| 0B6E | C35D0B |  | JMP [ToOver100,000](http://altairbasic.org/math_dis_10.htm#ToOver100,000) |  |
| Divide FACCUM by ten and increment DecExpAdj. |
| 0B71 | CD2309 |  | CALL DecimalShiftDown |  |
| 0B74 | F1 |  | POP PSW |  |
| 0B75 | 3C |  | INR A | DecExpAdj++; |
| 0B76 | F5 |  | PUSH PSW |  |
| 0B77 | CDFD0B |  | CALL [ToUnder1,000,000](http://altairbasic.org/math_dis_10.htm#ToUnder1,000,000) |  |
| Some preparation. We add 0.5 to FACCUM, make it an integer, then finally store the result of that in FACCUM. |
| 0B7A | CD0108 | PrepareToPrint | CALL [FAddOneHalf](http://altairbasic.org/math_dis_1.htm#FAddOneHalf) |  |
| 0B7D | 3C |  | INR A |  |
| 0B7E | CD770A |  | CALL [FAsInteger](http://altairbasic.org/math_dis_8.htm#FAsInteger) |  |
| 0B81 | CD120A |  | CALL [FLoadFromBCDE](http://altairbasic.org/math_dis_6.htm#FLoadFromBCDE) |  |
| fixme. |
| 0B84 | 010602 |  | LXI B,0206 |  |
| 0B87 | F1 |  | POP PSW | A=DecExpAdj+6. |
| 0B88 | 81 |  | ADD C |  |
| 0B89 | FA950B |  | JM 0B95 | If A<1 or A>6 Then goto fixme. |
| 0B8C | FE07 |  | CPI 07 |  |
| 0B8E | D2950B |  | JNC 0B95 |  |
| 0B91 | 3C |  | INR A |  |
| 0B92 | 47 |  | MOV B,A |  |
| 0B93 | 3E01 |  | MVI A,01 | A=1, indicating scientific notation. |
| fixme. |
| 0B95 | 3D |  | DCR A |  |
| 0B96 | E1 |  | POP H | HL=output buffer |
| 0B97 | F5 |  | PUSH PSW | Preserve decimal exponent adjustment (and preserve zero flag used to indicate scientific notation wanted). |
| 0B98 | 110F0C |  | LXI D,[DECIMAL\_POWERS](http://altairbasic.org/math_dis_10.htm#DECIMAL_POWERS) |  |
| NextDigit. This is the outer loop of printing, where each ASCII digit is calculated in turn. We start by writing out the decimal point, but we only advance HL to keep it if B==0, which means (obviously) that the decimal point has been reached. |
| 0B9B | 05 | NextDigit | DCR B |  |
| 0B9C | 362E |  | MVI M,'.' |  |
| 0B9E | CC270A |  | CZ [IncHL+Return](http://altairbasic.org/math_dis_6.htm#IncHL+Return) | 0A27 just happens to inc HL and RET. |
| 0BA1 | C5 |  | PUSH B |  |
| 0BA2 | E5 |  | PUSH H |  |
| 0BA3 | D5 |  | PUSH D | DE=>decimal power |
| 0BA4 | CD1D0A |  | CALL [FCopyToBCDE](http://altairbasic.org/math_dis_6.htm#FCopyToBCDE) | Store BCDE to FACCUM. |
| 0BA7 | E1 |  | POP H | HL=>decimal power. |
| 0BA8 | 062F |  | MVI B,'0'-1 |  |
| Work out the digit corresponding to the current decimal power. We do this by subtracting the decimal power (eg 100) from CDE until it overflows, and incrementing the ASCII digit value in B each time. When it overflows, we have our digit. And when it overflows, we call FAddMantissas to undo the last subtraction which was one step too far. |
| 0BAA | 04 | DigitLoop | INR B |  |
| 0BAB | 7B |  | MOV A,E |  |
| 0BAC | 96 |  | SUB M |  |
| 0BAD | 5F |  | MOV E,A |  |
| 0BAE | 23 |  | INX H |  |
| 0BAF | 7A |  | MOV A,D |  |
| 0BB0 | 9E |  | SBB M |  |
| 0BB1 | 57 |  | MOV D,A |  |
| 0BB2 | 23 |  | INX H |  |
| 0BB3 | 79 |  | MOV A,C |  |
| 0BB4 | 9E |  | SBB M |  |
| 0BB5 | 4F |  | MOV C,A |  |
| 0BB6 | 2B |  | DCX H |  |
| 0BB7 | 2B |  | DCX H |  |
| 0BB8 | D2AA0B |  | JNC [DigitLoop](http://altairbasic.org/math_dis_10.htm#DigitLoop) |  |
| 0BBB | CDA908 |  | CALL [FAddMantissas](http://altairbasic.org/math_dis_3.htm#FAddMantissas) |  |
| 0BBE | 23 |  | INX H | ??? |
| 0BBF | CD120A |  | CALL [FLoadFromBCDE](http://altairbasic.org/math_dis_6.htm#FLoadFromBCDE) |  |
| Write out the digit. If we still have digits to do then loop back. |
| 0BC2 | EB |  | XCHG |  |
| 0BC3 | E1 |  | POP H | HL=output buffer |
| 0BC4 | 70 |  | MOV M,B |  |
| 0BC5 | 23 |  | INX H |  |
| 0BC6 | C1 |  | POP B | B=decimal point place |
| 0BC7 | 0D |  | DCR C | C=digits remaining, minus one. |
| 0BC8 | C29B0B |  | JNZ [NextDigit](http://altairbasic.org/math_dis_10.htm#NextDigit) |  |
| 0BCB | 05 |  | DCR B |  |
| 0BCC | CADB0B |  | JZ 0BDB |  |
| Move HL one byte behind the first trailing zero. |
| 0BCF | 2B |  | DCX H |  |
| 0BD0 | 7E |  | MOV A,M |  |
| 0BD1 | FE30 |  | CPI '0' |  |
| 0BD3 | CACF0B |  | JZ 0BCF |  |
| If we've no decimal point, then increment HL so it's |
| 0BD6 | FE2E |  | CPI '.' |  |
| 0BD8 | C4270A |  | CNZ [IncHL+Return](http://altairbasic.org/math_dis_6.htm#IncHL+Return) |  |
| 0BDB | F1 |  | POP PSW |  |
| 0BDC | CAFA0B |  | JZ [NullTerm](http://altairbasic.org/math_dis_10.htm#NullTerm) |  |
| Write exponent part of scientific format. |
| 0BDF | 3645 |  | MVI M,'E' | Write 'E' |
| 0BE1 | 23 |  | INX H |  |
| 0BE2 | 362B |  | MVI M,'+' | Write '+' or '-' |
| 0BE4 | F2EB0B |  | JP 0BEB |  |
| 0BE7 | 362D |  | MVI M,'-' | Write '-' if it's negative, also |
| 0BE9 | 2F |  | CMA | two's complement the decimal exponent |
| 0BEA | 3C |  | INR A | so printing it will work. |
| 0BEB | 062F |  | MVI B,'0'-1 |  |
| Work out the first digit of exponent in B. Done by usual method of repeatedly subtracting 10 until it overflows. |
| 0BED | 04 | ExpDigitLoop | INR B |  |
| 0BEE | D60A |  | SUI 0A |  |
| 0BF0 | D2ED0B |  | JNC [ExpDigitLoop](http://altairbasic.org/math_dis_10.htm#ExpDigitLoop) |  |
| 0BF3 | C63A |  | ADI 3A | Adding '0'+10 gives us the 2nd digit |
| 0BF5 | 23 |  | INX H | of the exponent. |
| 0BF6 | 70 |  | MOV M,B | Write first digit. |
| 0BF7 | 23 |  | INX H |  |
| 0BF8 | 77 |  | MOV M,A | Write second digit of exponent. |
| 0BF9 | 23 |  | INX H |  |
| 0BFA | 71 | NullTerm | MOV M,C | Null byte terminator. |
| 0BFB | E1 |  | POP H |  |
| 0BFC | C9 |  | RET |  |

### ToUnder1,000,000

Divides FACCUM by ten until it's less than 1,000,000. This function is semi-recursive... if it needs to recurse (ie

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0BFD | 017494 | ToUnder1,000,000 | LXI B,9474 | BCDE=(float) 1,000,000 |
| 0C00 | 11F723 |  | LXI D,23F7 |  |
| 0C03 | CD4C0A |  | CALL [FCompare](http://altairbasic.org/math_dis_7.htm#FCompare) |  |
| 0C06 | E1 |  | POP H |  |
| 0C07 | E2710B |  | JPO 0B71 |  |
| 0C0A | E9 |  | PCHL |  |

### ONE\_HALF

Constant value 0.5, used by FRoundUp

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0C0B | 00000080 | ONE\_HALF | DD 0.5 |  |

### DECIMAL\_POWERS

Table of powers of ten.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0C0F | A08601 | DECIMAL\_POWERS | DT 100000 |  |
| 0C13 | 102700 |  | DT 10000 |  |
| 0C17 | E80300 |  | DT 1000 |  |
| 0C1B | 640000 |  | DT 100 |  |
| 0C1F | 0A0000 |  | DT 10 |  |
| 0C1F | 010000 |  | DT 1 |  |

## 2.11 SQR - Optional Function #1

As mentioned elsewhere, during initialisation the user was asked if he wanted the SIN, RND, and SQR functions to be available. The reason for this was to give the user a chance to save a bit more memory for their programs, by having Basic reclaim the memory used by those functions. That is why these functions are at the very top of the program code.

### Sqr

We use Newton's method to get a close approximation to the square root.

|  |
| --- |
| If FACCUM is negative then error out with invalid Function Call (FC) error. |
| 0C21 | EF | Sqr | RST [FTestSign](http://altairbasic.org/int_dis_1.htm#FTestSign) |  |
| 0C22 | FA9804 |  | JM [FunctionCallError](http://altairbasic.org/int_dis_10.htm#FunctionCallError) |  |
| Return immediately if FACCUM is zero, since SQR(0)==0. |
| 0C25 | C8 |  | RZ |  |
| Get exponent div 2, plus 0x40 (from the bias of 0x80) and keep this value on the stack. Also preserve ptr to exponent byte. |
| 0C26 | 217201 |  | LXI H,[FACCUM](http://altairbasic.org/int_dis_3.htm#FACCUM)+3 |  |
| 0C29 | 7E |  | MOV A,M |  |
| 0C2A | 1F |  | RAR |  |
| 0C2B | F5 |  | PUSH PSW |  |
| 0C2C | E5 |  | PUSH H |  |
| Set exponent to 0. |
| 0C2D | 3E40 |  | MVI A,40 |  |
| 0C2F | 17 |  | RAL |  |
| 0C30 | 77 |  | MOV M,A |  |
| Create a copy of FACCUM in FBUFFER. |
| 0C31 | 217401 |  | LXI H,[FBUFFER](http://altairbasic.org/int_dis_3.htm#FBUFFER) |  |
| 0C34 | CD290A |  | CALL [FCopyToMem](http://altairbasic.org/math_dis_6.htm#FCopyToMem) |  |
| Loop through Newton's method 4 times. |
| 0C37 | 3E04 |  | MVI A,04 |  |
| 0C39 | F5 | SqrLoop | PUSH PSW |  |
| FACCUM = ( (Original FACCUM / FACCUM) + FACCUM) \* 0.5. This is the essence of newton's method. |
| 0C3A | CD020A |  | CALL [FPush](http://altairbasic.org/math_dis_6.htm#FPush) |  |
| 0C3D | 217401 |  | LXI H,[FBUFFER](http://altairbasic.org/int_dis_3.htm#FBUFFER) |  |
| 0C40 | CD200A |  | CALL [FLoadBCDEfromMem](http://altairbasic.org/math_dis_6.htm#FLoadBCDEfromMem) |  |
| 0C43 | CD3109 |  | CALL [FDiv](http://altairbasic.org/math_dis_4.htm#FDiv)+2 |  |
| 0C46 | C1 |  | POP B |  |
| 0C47 | D1 |  | POP D |  |
| 0C48 | CD1208 |  | CALL [FAdd](http://altairbasic.org/math_dis_2.htm#FAdd)+2 |  |
| 0C4B | 010080 |  | LXI B,8000 |  |
| 0C4E | 51 |  | MOV D,C |  |
| 0C4F | 59 |  | MOV E,C |  |
| 0C50 | CDE508 |  | CALL [FMul](http://altairbasic.org/math_dis_4.htm#FMul) |  |
| Loop until done 4 iterations |
| 0C53 | F1 |  | POP PSW |  |
| 0C54 | 3D |  | DCR A |  |
| 0C55 | C2390C |  | JNZ [SqrLoop](http://altairbasic.org/math_dis_11.htm#SqrLoop) |  |
| Restore ptr to exponent byte, and restore the original exponent-div-2-plus-0x40 to A. |
| 0C58 | E1 |  | POP H |  |
| 0C59 | F1 |  | POP PSW |  |
| Correct the bias, so now we have original exponent-div-2 in A. This is then added to the existing exponent and stored. |
| 0C5A | C6C0 |  | ADI C0 |  |
| 0C5C | 86 |  | ADD M |  |
| 0C5D | 77 |  | MOV M,A |  |
| 0C5E | C9 |  | RET |  |

## 2.12 RND - Optional Function #2

### Rnd

Generates a random number. This is a bit odd... like all inline functions it takes a numeric argument, but in RNDs case this argument is mostly ignored. If it's a negative number it skips a couple of stages of reseeding RND\_SEED.

|  |
| --- |
| If tghe argument in FACCUM is negative, then skip over the |
| 0C5F | EF | Rnd | RST [FTestSign](http://altairbasic.org/int_dis_1.htm#FTestSign) |  |
| 0C60 | FA7C0C |  | JM 0C7C |  |
| Load the seed into FACCUM. |
| 0C63 | 21910C |  | LXI H,[RND\_SEED](http://altairbasic.org/math_dis_12.htm#RND_SEED) |  |
| 0C66 | CD0F0A |  | CALL [FLoadFromMem](http://altairbasic.org/math_dis_6.htm#FLoadFromMem) |  |
| 0C69 | C8 |  | RZ |  |
| Multiply seed by 11,879,546. |
| 0C6A | 013598 |  | LXI B,9835 |  |
| 0C6D | 117A44 |  | LXI D,447A |  |
| 0C70 | CDE508 |  | CALL [FMul](http://altairbasic.org/math_dis_4.htm#FMul)+2 |  |
| Add 0.00000003927678 |
| 0C73 | 012868 |  | LXI B,6828 |  |
| 0C76 | 1146B1 |  | LXI D,B146 |  |
| 0C79 | CD1208 |  | CALL [FAdd](http://altairbasic.org/math_dis_2.htm#FAdd)+2 |  |
| Swap first and third mantissa bytes. |
| 0C7C | CD1D0A |  | CALL [FCopyToBCDE](http://altairbasic.org/math_dis_6.htm#FCopyToBCDE) |  |
| 0C7F | 7B |  | MOV A,E |  |
| 0C80 | 59 |  | MOV E,C |  |
| 0C81 | 4F |  | MOV C,A |  |
| Set FTEMP\_SIGN to 0x80 to indicate to FNormalise that it doesn't need to change the sign. Also set FACCUM's exponent to 0 so the result, when normalised, will be less than 1. |
| 0C82 | 3680 |  | MVI M,80 |  |
| 0C84 | 2B |  | DCX H |  |
| 0C85 | 46 |  | MOV B,M |  |
| 0C86 | 3680 |  | MVI M,80 |  |
| 0C88 | CD5E08 |  | CALL [FNormalise](http://altairbasic.org/math_dis_3.htm#FNormalise)+3 |  |
| Exit via a copy of the result to RND\_SEED so it can be used for the next time RND is called. |
| 0C8B | 21910C |  | LXI H,[RND\_SEED](http://altairbasic.org/math_dis_12.htm#RND_SEED) |  |
| 0C8E | C3290A |  | JMP [FCopyToMem](http://altairbasic.org/math_dis_6.htm#FCopyToMem) |  |
| Seed for random number generation. |
| 0C91 | 52C74F80 | RND\_SEED | 0.811635 |  |

## 2.13 SIN - Optional Function #3

Returns the sine of the radians argument, which we'll call x. This is the most mathematically-intense function, and I have to thank Ian Griffiths again for doing the hard work behind the analysis presented here.

***The MacLaurin Series***

Altair BASIC's calculation of the sine function is based upon the MacLaurin series. A MacLaurin series is an expansion of functions whose derivatives are continuous.
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Now, how do we use this series for the sine function? It's going to look like this :
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Well, we know that the derivative of sin(x) is cos(x), and the derivative of cos(x) is -sin(x). We also know that sin(0)=0, and cos(x)=1. Therefore the series can be reduced to :

![http://altairbasic.org/sinm4.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAATUAAAA0CAIAAABkVjhCAAADR0lEQVR4nO2c246kMAxEyWr+/5fZBzQoCoQmwUlVD+c8jFqjNHaMi9xMp3VdFwCw5J/aAQCogj4BfEGfAL6gTwBf0CeAL+jTjpRSSkntRUn6ReuDxKiw1z8qw3BKSmk78do/mLA7o3JMJU7tXWD89MJKk0fk+Tof7ZQBfcJdhJmqei6s67quq7Dj6HM4HQuYyel4073YZG0Ny9Y40HrIdUbD+nMsHevJreUciarStDUsgWvyb1HmBvocSJ5PNyUXO0p8ZM/7jy33NiEKaQ1LIJIud4M+vbDdfXFwbLIPDl1GnxryZ/P22SEbNoS+qUzb3g70qWGfZQ2d3Z3O4j6am+OblWlhl69Bn2KGZsPDiwszVWXaSpwL5ysAzqBPGfs5itqRE4S+qUx73g70OZD8fhcLG7d1Ts5o3wzDYns7GvR589ES2+zmpR5ebdxTc8vFYxbOsX6H4sR1jm/asEi63EfwY6PpORRVDvKkuMThDBqgRuT8tlUhz6f7x0qUi5Y1H54o02HoM+SFYRlklPUngC9X55/F3K+YSRZlFheD50VxRq38su9gPQrbahJ4G1V95mpcDovpplVfR3FGlB5ynd9fan50uO+yUWitX/DCsIw2+rl+aDOWjyTd+zpNW0dPvn78Sp/Pta9of+xD/lMjNV4YltFGq/rUTu2s0q6D2N2C1mhM2yDROvZku36m0SdcjZ+xL8XOf9PvCQ8d1nbTNshyx+QOtFLdv42tHxgUl4tKlGPL+5edv07uwzbbXhiWQUavzlfyDZJ9WyjfLsr/1o4fr4sznkv3tBKliS+qJoGv43QDabmdV5EjW4dIvmjGCzCfyPqE1nqg14oz/VL8U+tMbQYhcen082ijeRzkQdgIfj/7/p7Km8Xpc0BSOCD3Z9FV58k7fkp8fd9X7KyYIH/h0O0u2OpEBfW3s7HNv9dqo9j7tILfH4Jl8RCnyge3GX4O46cSk2xw2BExCYV8xVHA+CnDJCMXdd2s0K4/6FMDGVkQXrjyN0CfAki+giIaxGeHQMzG8MhxA0+0pk9h/BRQK1Senxm5J/JV6CkTnHEOgoUTAHAK5ysAvqBPAF/QJ4Av6BPAF/QJ4Av6BPAFfQL4gj4BfPkPwpJ9LXy1hJAAAAAASUVORK5CYII=)

Simplifying a bit further, and limiting the number of terms to a reasonable approximation, we get down to :

![http://altairbasic.org/sin1.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMsAAAAwAQMAAACFYByqAAAABlBMVEUAAAD///+l2Z/dAAABWElEQVR4nMXUsUrEMBgH8OANjj6A4OLgAzg4iNyj+Ah5ANGei+BT9CWEDg4dXYQbHRxaPLgbpMZSbK+XpPH/lRaaS6oOioEvTfO75L4vhDIz1lL2l7RANAFiisHcIt1HjC6ySCIUDQKHin7aJT2kBy819BROhmvTUTikHDmvQ8gRXm6tulRXlgGblUW634vKEj+lDTFteI54sqhESMo9oYqJYo3V1JaYLpClmuPluF0lTWU8jahqz7VtySCjjpSX8juRn0n+EriUHXKlVVirXeQ2wdSMpqdEIuJaSy49GxZEJgTN2DRJ2Z55ZxOtGEuZjvgGP/rwrMoiXmKUeepa7JwsL4x5/K7kbfrioPrjbfbR3SCuY9wG69roV3RXiEtQad+onjRIcIuesekBntKle8SbnyiNsqOSO/9FVIHqcWrcDEcoMaatnqK27/xpl7zAqpX4hY/DP9InzG+e67mgQHEAAAAASUVORK5CYII=)

***Scaling***

To make the code in this and the next section smaller, our first step is to scale our radians argument x into a new variable u that is in the range ***-1  u 1***. To do this we first divide x by 2 and then lose the integer part of that number.

|  |
| --- |
| Divide x (in FACCUM) by 2 to get *u*. |
| 0C95 | CD020A | Sin | CALL [FPush](http://altairbasic.org/math_dis_6.htm#FPush) | Push x |
| 0C98 | 014983 |  | LXI B,8349 | BCDE=2 |
| 0C9B | 11DB0F |  | LXI D,0FDB |  |
| 0C9E | CD120A |  | CALL [FLoadFromBCDE](http://altairbasic.org/math_dis_6.htm#FLoadFromBCDE) | rhs = 2 |
| 0CA1 | C1 |  | POP B | lhs = x |
| 0CA2 | D1 |  | POP D |  |
| 0CA3 | CD3109 |  | CALL [FDiv](http://altairbasic.org/math_dis_4.htm#FDiv)+2 | u=x/2 |
| Lose the integer part of u. |
| 0CA6 | CD020A |  | CALL [FPush](http://altairbasic.org/math_dis_6.htm#FPush) |  |
| 0CA9 | CDA20A |  | CALL [Int](http://altairbasic.org/math_dis_8.htm#Int) | rhs = INT(u) |
| 0CAC | C1 |  | POP B | lhs = u |
| 0CAD | D1 |  | POP D |  |
| 0CAE | CD0C08 |  | CALL [FSub](http://altairbasic.org/math_dis_2.htm#FSub)+2 | u=u-INT(u) |

***Quadrantization***

The second part of the algorithm is an optimisation to reduce *u* to a 'quadrantized' value, *q*, so called because it lies within the two quadrants either side of the origin, ie ***-0.25<q<0.25***. Here's a little graph showing sin(x) against u, with the quadrant numbers shown in red.

![http://altairbasic.org/sin2.png](data:image/png;base64,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)

To get from *u* to *q*, we don't need to scale again but we do take advantage of two trignometric identities : *sin(-x) = -sin(x)*, and *sin(x)=sin(pi-x)*.

<fixme: insert Monte's explanation here>

So we have our value *q*. Here's another graph showing *sin(x)* against the quadrantised value *q*.

![http://altairbasic.org/sin3.png](data:image/png;base64,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)

**fixme: the comments inlined below are train-of-thought and should not be used. I haven't quite worked this out.**

|  |
| --- |
| Firstly we subtract from 0.25 to get x from -0.75<=x<1.25 |
| 0CB1 | 01007F |  | LXI B,7F00 | BCDE=0.25 |
| 0CB4 | 51 |  | MOV D,C |  |
| 0CB5 | 59 |  | MOV E,C |  |
| 0CB6 | CD0C08 |  | CALL [FSub](http://altairbasic.org/math_dis_2.htm#FSub)+2 |  |
| If x is +ve then skip ahead having set the carry flag to indicate we do not need to negate |
| 0CB9 | EF |  | RST [FTestSign](http://altairbasic.org/int_dis_1.htm#FTestSign) |  |
| 0CBA | 37 |  | STC | Set carry (ie no later negate) |
| 0CBB | F2C30C |  | JP [NegateIfPositive](http://altairbasic.org/math_dis_13.htm#NegateIfPositive) |  |
| x is between -0.75 and 0. Here we add 0.5 to get x between -0.25 and 0.25 and signal that negation is required |
| 0CBE | CD0108 |  | CALL [FAddOneHalf](http://altairbasic.org/math_dis_1.htm#FAddOneHalf) |  |
| 0CC1 | EF |  | RST 5 |  |
| 0CC2 | B7 |  | ORA A | Resets carry (ie later negate) |
| Preserve carry flag and negate x if it's +ve. |
| 0CC3 | F5 | NegateIfPositive | PUSH PSW |  |
| 0CC4 | F4FA09 |  | CP [FNegate](http://altairbasic.org/math_dis_5.htm#FNegate) |  |
| Adding 0.25 |
| 0CC7 | 01007F |  | LXI B,7F00 | BCDE=0.25 |
| 0CCA | 51 |  | MOV D,C |  |
| 0CCB | 59 |  | MOV E,C |  |
| 0CCC | CD1208 |  | CALL [FAdd](http://altairbasic.org/math_dis_2.htm#FAdd)+2 |  |
| Final negate (depends on above). |
| 0CCF | F1 |  | POP PSW |  |
| 0CD0 | D4FA09 |  | CNC [FNegate](http://altairbasic.org/math_dis_5.htm#FNegate) |  |

***Progression Calculation***

<fixme>

|  |
| --- |
| Push x. |
| 0CD3 | CD020A |  | CALL [FPush](http://altairbasic.org/math_dis_6.htm#FPush) |  |
| Push x^2 |
| 0CD6 | CD1D0A |  | CALL FAccToBCDE |  |
| 0CD9 | CDE508 |  | CALL [FMul](http://altairbasic.org/math_dis_4.htm#FMul)+2 | x = x\*x |
| 0CDC | CD020A |  | CALL [FPush](http://altairbasic.org/math_dis_6.htm#FPush) | Push x\*x |
| Let q be the first term of the Taylor series. |
| 0CDF | 21030D |  | LXI H,[TAYLOR\_SERIES](http://altairbasic.org/math_dis_13.htm#TAYLOR_SERIES) |  |
| 0CE2 | CD0F0A |  | CALL [FLoadFromMem](http://altairbasic.org/math_dis_6.htm#FLoadFromMem) |  |
| Restore x^2 |
| 0CE5 | C1 |  | POP B |  |
| 0CE6 | D1 |  | POP D |  |
| 0CE7 | 3E04 |  | MVI A,04 |  |
| 0CE9 | F5 | TaylorLoop | PUSH PSW | Push #terms remaining |
| Push x^2 |
| 0CEA | D5 |  | PUSH D | Push BCDE |
| 0CEB | C5 |  | PUSH B |  |
| q = (q \* x^2) + next term |
| 0CEC | E5 |  | PUSH H |  |
| 0CED | CDE508 |  | CALL [FMul](http://altairbasic.org/math_dis_4.htm#FMul)+2 |  |
| 0CF0 | E1 |  | POP H |  |
| 0CF1 | CD200A |  | CALL FLoadBCDE |  |
| 0CF4 | E5 |  | PUSH H |  |
| 0CF5 | CD1208 |  | CALL [FAdd](http://altairbasic.org/math_dis_2.htm#FAdd)+2 |  |
| 0CF8 | E1 |  | POP H |  |
| Restore x^2 to BCDE. |
| 0CF9 | C1 |  | POP B |  |
| 0CFA | D1 |  | POP D |  |
| 0CFB | F1 |  | POP PSW | Pop #terms remaining into A. |
| 0CFC | 3D |  | DCR A | Decrement #terms and loop back if not |
| 0CFD | C2E90C |  | JNZ [TaylorLoop](http://altairbasic.org/math_dis_13.htm#TaylorLoop) | done all 4 of them. |
| Finally multiply q by x. |
| 0D00 | C3E308 |  | JMP [FMul](http://altairbasic.org/math_dis_4.htm#FMul) |  |

The modified Taylor series used by SIN.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0D03 | BAD71E86 | TAYLOR\_SERIES | DD 39.710670 |  |
| 0D07 | 64269987 |  | DD -76.574982 |  |
| 0D0B | 58342387 |  | DD 81.602234 |  |
| 0D0F | E05DA586 |  | DD -41.341675 |  |
| 0D13 | DA0F4983 |  | DD 6.283185 |  |

## 3.1 Initialisation Part 1

The initalisation code runs before BASIC really begins, and once BASIC has begun the memory that this init code occupies is reclaimed for program storage. It's first job is to do detect what ports the teletype and terminal are hooked in to. Quite how and why this works, I have absolutely no idea. Has anyone got an Altair manual?? After that, code resumes in the second part of initialisation (see next page) where the user is given a chance to specify some configuration options.

|  |
| --- |
| Set stack pointer and STACK\_TOP to some bytes on from the top of this Initiliasation section. |
| 0D21 | 211A0F | Init | LXI H,0F1A |  |
| 0D24 | F9 |  | SPHL |  |
| 0D25 | 226301 |  | SHLD [STACK\_TOP](http://altairbasic.org/int_dis_3.htm#STACK_TOP) |  |
| 0D28 | DB01 |  | IN 01 |  |
| 0D2A | 0EFF |  | MVI C,FF |  |
| Set return address to ConfigIOcode, which is in the second part of Initialisation. |
| 0D2C | 118E0D |  | LXI D,[ConfigIOcode](http://altairbasic.org/init_dis_2.htm#ConfigIOcode) |  |
| 0D2F | D5 |  | PUSH D |  |
| 0D30 | 3AFF0F |  | LDA 0FFF |  |
| 0D33 | 47 |  | MOV B,A |  |
| 0D34 | DBFF |  | IN FF |  |
| 0D36 | 1F |  | RAR |  |
| 0D37 | DA410D |  | JC 0D41 |  |
| 0D3A | E60C |  | ANI 0C |  |
| 0D3C | CA420D |  | JZ 0D42 |  |
| 0D3F | 0610 |  | MVI B,10 |  |
| 0D41 | 78 |  | MOV A,B |  |
| 0D42 | 328C0D |  | STA 0D8C |  |
| 0D45 | DBFF |  | IN FF |  |
| 0D47 | 17 |  | RAL |  |
| 0D48 | 17 |  | RAL |  |
| 0D49 | 0620 |  | MVI B,20 |  |
| 0D4B | 1102CA |  | LXI D,CA02 |  |
| 0D4E | D8 |  | RC |  |
| 0D4F | 17 |  | RAL |  |
| 0D50 | 43 |  | MOV B,E |  |
| 0D51 | 1D |  | DCR E |  |
| 0D52 | D8 |  | RC |  |
| 0D53 | 17 |  | RAL |  |
| 0D54 | DA6F0D |  | JC 0D6F |  |
| 0D57 | 43 |  | MOV B,E |  |
| 0D58 | 1180C2 |  | LXI D,C280 |  |
| 0D5B | 17 |  | RAL |  |
| 0D5C | D0 |  | RNC |  |
| 0D5D | 17 |  | RAL |  |
| 0D5E | 3E03 |  | MVI A,03 |  |
| 0D60 | CD8B0D |  | CALL 0D8B |  |
| 0D63 | 3D |  | DCR A |  |
| 0D64 | 8F |  | ADC A |  |
| 0D65 | 87 |  | ADD A |  |
| 0D66 | 87 |  | ADD A |  |
| 0D67 | 3C |  | INR A |  |
| 0D68 | CD8B0D |  | CALL 0D8B |  |
| 0D6B | 37 |  | STC |  |
| 0D6C | C34B0D |  | JMP 0D4B |  |
| 0D6F | AF |  | XRA A |  |
| 0D70 | CD8B0D |  | CALL 0D8B |  |
| 0D73 | CD870D |  | CALL 0D87 |  |
| 0D76 | CD870D |  | CALL 0D87 |  |
| 0D79 | 4B |  | MOV C,E |  |
| 0D7A | 2F |  | CMA |  |
| 0D7B | CD870D |  | CALL 0D87 |  |
| 0D7E | 3E04 |  | MVI A,04 |  |
| 0D80 | 35 |  | DCR M |  |
| 0D81 | CD8B0D |  | CALL 0D8B |  |
| 0D84 | 35 |  | DCR M |  |
| 0D85 | 35 |  | DCR M |  |
| 0D86 | 35 |  | DCR M |  |
| 0D87 | 218C0D |  | LXI H,0D8C |  |
| 0D8A | 34 |  | INR M |  |
| 0D8B | D300 |  | OUT 00 |  |
| 0D8D | C9 |  | RET |  |

## 3.2 Initialisation Part 2

The results of IO diagnostics are in various registers. In this first block we configure the IO code with these results.

|  |
| --- |
| Configure InputChar's device-ready bit and conditional jump. |
| 0D8E | 62 | ConfigIOcode | MOV H,D |  |
| 0D8F | 68 |  | MOV L,B |  |
| 0D90 | 228503 |  | SHLD [InputChar](http://altairbasic.org/int_dis_6.htm#InputChar)+3 |  |
| Configure TestBreakKey's device-ready bit. |
| 0D93 | 7C |  | MOV A,H |  |
| 0D94 | E6C8 |  | ANI C8 |  |
| 0D96 | 67 |  | MOV H,A |  |
| 0D97 | 227604 |  | SHLD 0476 |  |
| 0D9A | EB |  | XCHG |  |
| 0D9B | 227A03 |  | SHLD 037A |  |
| 0D9E | 3A8C0D |  | LDA 0D8C |  |
| 0DA1 | 328303 |  | STA 0383 |  |
| 0DA4 | 327404 |  | STA 0474 |  |
| 0DA7 | 3C |  | INR A |  |
| 0DA8 | 328A03 |  | STA 038A |  |
| 0DAB | 81 |  | ADD C |  |
| 0DAC | 327803 |  | STA 0378 |  |
| 0DAF | 3C |  | INR A |  |
| 0DB0 | 328003 |  | STA 0380 |  |

***"Memory Size?"***

In this block we ask the user how much memory they have, in bytes.

|  |
| --- |
| Set CURRENT\_LINE to -1 to indicate direct mode. |
| 0DB3 | 21FFFF |  | LXI H,FFFF |  |
| 0DB6 | 226101 |  | SHLD [CURRENT\_LINE](http://altairbasic.org/int_dis_3.htm#CURRENT_LINE) |  |
| Print a new line, followed by the "MEMORY SIZE?" prompt. |
| 0DB9 | CD8A05 |  | CALL [NewLine](http://altairbasic.org/int_dis_14.htm#NewLine) |  |
| 0DBC | 21F00E |  | LXI H,[szMemorySize](http://altairbasic.org/init_dis_2.htm#szMemorySize) |  |
| 0DBF | CDA305 |  | CALL [PrintString](http://altairbasic.org/int_dis_14.htm#PrintString) |  |
| 0DC2 | CDC202 |  | CALL [InputLineWith'?'](http://altairbasic.org/int_dis_5.htm#InputLineWithxQx) |  |
| 0DC5 | D7 |  | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| 0DC6 | B7 |  | ORA A |  |
| 0DC7 | C2DE0D |  | JNZ 0DDE |  |
| No answer given to the request for memory size, therefore we find the top of memory ourselves. This is done by writing alternating 0x37 and 0x36's to progressively higher addresses and reading the values back from memory. When the value read is not the value written, we know we have written past the top of memory. |
| 0DCA | 21FC0E |  | LXI H,UnusedMemory |  |
| 0DCD | 23 | FindMemTopLoop | INX H |  |
| 0DCE | 3E37 |  | MVI A,37 |  |
| 0DD0 | 77 |  | MOV M,A |  |
| 0DD1 | BE |  | CMP M |  |
| 0DD2 | C2EA0D |  | JNZ [DoneMemSize](http://altairbasic.org/init_dis_2.htm#DoneMemSize) |  |
| 0DD5 | 3D |  | DCR A |  |
| 0DD6 | 77 |  | MOV M,A |  |
| 0DD7 | BE |  | CMP M |  |
| 0DD8 | CACD0D |  | JZ [FindMemTopLoop](http://altairbasic.org/init_dis_2.htm#FindMemTopLoop) |  |
| 0DDB | C3EA0D |  | JMP [DoneMemSize](http://altairbasic.org/init_dis_2.htm#DoneMemSize) |  |
| Memory size has been given in bytes. Here we convert the string input to an integer value and error out if it's 0 or a non-numeric input. |
| 0DDE | 211301 |  | LXI H,[LINE\_BUFFER](http://altairbasic.org/int_dis_3.htm#LINE_BUFFER) |  |
| 0DE1 | CD9D04 |  | CALL [LineNumberFromStr](http://altairbasic.org/int_dis_11.htm#LineNumberFromStr) |  |
| 0DE4 | B7 |  | ORA A |  |
| 0DE5 | C2D001 |  | JNZ [SyntaxError](http://altairbasic.org/int_dis_4.htm#SyntaxError) |  |
| 0DE8 | EB |  | XCHG |  |
| 0DE9 | 2B |  | DCX H |  |
| Put the address of the last word of RAM on the stack. |
| 0DEA | 2B | DoneMemSize | DCX H |  |
| 0DEB | E5 |  | PUSH H |  |

***"Terminal Width?"***

Ask the user how many columns wide their terminal is. This defaults to 72 if empty input is given.

|  |
| --- |
| Print the "TERMINAL WIDTH" prompt and get user input. |
| 0DEC | 21B40E | GetTerminalWidth | LXI H,[szTerminalWidth](http://altairbasic.org/init_dis_2.htm#szTerminalWidth) |  |
| 0DEF | CDA305 |  | CALL [PrintString](http://altairbasic.org/int_dis_14.htm#PrintString) |  |
| 0DF2 | CDC202 |  | CALL [InputLineWith'?'](http://altairbasic.org/int_dis_5.htm#InputLineWithxQx) |  |
| If no input given then we'll use the hard-coded default (72) and can jump straight to the next section. |
| 0DF5 | D7 |  | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| 0DF6 | B7 |  | ORA A |  |
| 0DF7 | CA1B0E |  | JZ [DoOptionalFns](http://altairbasic.org/init_dis_2.htm#DoOptionalFns) |  |
| User has given an input for terminal wdith, so convert that to an integer in DE. |
| 0DFA | 211301 |  | LXI H,[LINE\_BUFFER](http://altairbasic.org/int_dis_3.htm#LINE_BUFFER) |  |
| 0DFD | CD9D04 |  | CALL [LineNumberFromStr](http://altairbasic.org/int_dis_11.htm#LineNumberFromStr) |  |
| If user-supplied terminal width is >=256 or <16 then that's out of range so jump back to ask again. |
| 0E00 | 7A |  | MOV A,D |  |
| 0E01 | B7 |  | ORA A |  |
| 0E02 | C2EC0D |  | JNZ [GetTerminalWidth](http://altairbasic.org/init_dis_2.htm#GetTerminalWidth) |  |
| 0E05 | 7B |  | MOV A,E |  |
| 0E06 | FE10 |  | CPI 10 |  |
| 0E08 | DAEC0D |  | JC [GetTerminalWidth](http://altairbasic.org/init_dis_2.htm#GetTerminalWidth) |  |
| Config printing code with the user-supplied terminal width. |
| 0E0B | 326F03 |  | STA [OutChar\_tail](http://altairbasic.org/int_dis_6.htm#OutChar_tail)+1 |  |
| Calculate the column of the last tab-break and write this number to the right place in the ToNextTabBreak function. The tab-break size is 14, so the last tab-break is calculated as (width - ((width % 14)+14). So for 72, the last tab brk is at column 56. |
| 0E0E | D60E | CalcTabBrkSize | SUI 0E |  |
| 0E10 | D20E0E |  | JNC [CalcTabBrkSize](http://altairbasic.org/init_dis_2.htm#CalcTabBrkSize) |  |
| 0E13 | C61C |  | ADI 1C |  |
| 0E15 | 2F |  | CMA |  |
| 0E16 | 3C |  | INR A |  |
| 0E17 | 83 |  | ADD E |  |
| 0E18 | 32B705 |  | STA [ToNextTabBreak](http://altairbasic.org/int_dis_14.htm#ToNextTabBreak)+4 |  |

***"Sin? Rnd? Sqr?"***

Now we ask the user whether which optional inline functions they want support for. If they answer Y(es) to any, they do not get an option to turn off support for the later ones, ie if you say yes to SIN you have implicitly accepted RND and SQR too. If functions are turned off, the memory they occupy is reclaimed for program space (look for where PROGRAM\_BASE gets set and how it is calculated).

|  |
| --- |
| Initialise HL to point to the first optional function descriptor (which is for SIN). |
| 0E1B | 21850E | DoOptionalFns | LXI H,[OPT\_FN\_DESCS](http://altairbasic.org/init_dis_2.htm#OPT_FN_DESCS) |  |
| Push the first word of the descriptor onto the stack. This is where program storage can begin should the function be accepted. |
| 0E1E | F7 | OptionalFnsLoop | RST [PushNextWord](http://altairbasic.org/int_dis_1.htm#PushNextWord) |  |
| Have we gone past the end of the descriptor table? If so, jump down a bit and on to InitProgramBase. |
| 0E1F | 11990E |  | LXI D,[szWantSin](http://altairbasic.org/init_dis_2.htm#szWantSin) |  |
| 0E22 | E7 |  | RST [CompareHLDE](http://altairbasic.org/int_dis_1.htm#CompareHLDE) |  |
| 0E23 | CA320E |  | JZ 0E32 |  |
| Get the address of the string prompt into HL, print the prompt, get the input, get the first character of that input into A and restore HL. |
| 0E26 | F7 |  | RST [PushNextWord](http://altairbasic.org/int_dis_1.htm#PushNextWord) |  |
| 0E27 | E3 |  | XTHL |  |
| 0E28 | CDA305 |  | CALL [PrintString](http://altairbasic.org/int_dis_14.htm#PrintString) |  |
| 0E2B | CDC202 |  | CALL [InputLineWith'?'](http://altairbasic.org/int_dis_5.htm#InputLineWithxQx) |  |
| 0E2E | D7 |  | RST [NextChar](http://altairbasic.org/int_dis_1.htm#NextChar) |  |
| 0E2F | E1 |  | POP H |  |
| If 'Y'es selected, ie keep this function, then pop the beginning of program storage into DE and jump down to InitProgramBase |
| 0E30 | FE59 |  | CPI 'Y' |  |
| 0E32 | D1 |  | POP D |  |
| 0E33 | CA470E |  | JZ [InitProgramBase](http://altairbasic.org/init_dis_2.htm#InitProgramBase) |  |
| If user has entered something other than 'N'o then jump back to the start of the optional functions section. |
| 0E36 | FE4E |  | CPI 'N' |  |
| 0E38 | C21B0E |  | JNZ [DoOptionalFns](http://altairbasic.org/init_dis_2.htm#DoOptionalFns) |  |
| User has selected No. Here we get the next word of the descriptor into HL, which is the optional function's entry in the KW\_INLINE\_FNS table. |
| 0E3B | F7 |  | RST [PushNextWord](http://altairbasic.org/int_dis_1.htm#PushNextWord) |  |
| 0E3C | E3 |  | XTHL |  |
| Write the address of FunctionCallError into the functions' entry in KW\_INLINE\_FNS. |
| 0E3D | 119804 |  | LXI D,[FunctionCallError](http://altairbasic.org/int_dis_10.htm#FunctionCallError) |  |
| 0E40 | 73 |  | MOV M,E |  |
| 0E41 | 23 |  | INX H |  |
| 0E42 | 72 |  | MOV M,D |  |
| Restore HL and jump back to deal with the next optional function. |
| 0E43 | E1 |  | POP H |  |
| 0E44 | C31E0E |  | JMP [OptionalFnsLoop](http://altairbasic.org/init_dis_2.htm#OptionalFnsLoop) |  |
| Got the bottom of program memory in DE. Here we write a null byte to that address and store the address in PROGRAM\_BASE. |
| 0E47 | EB | InitProgramBase | XCHG |  |
| 0E48 | 3600 |  | MVI M,00 |  |
| 0E4A | 23 |  | INX H |  |
| 0E4B | 226501 |  | SHLD [PROGRAM\_BASE](http://altairbasic.org/int_dis_3.htm#PROGRAM_BASE) |  |
| Get the address of the last byte of RAM into HL and push PROGRAM\_BASE on the stack. |
| 0E4E | E3 |  | XTHL |  |
| If the address of the last byte of RAM is less than 0x0F1A then Out of Memory (OM) error. |
| 0E4F | 111A0F |  | LXI D,0F1A |  |
| 0E52 | E7 |  | RST [CompareHLDE](http://altairbasic.org/int_dis_1.htm#CompareHLDE) |  |
| 0E53 | DACD01 |  | JC ErrorOutOfMem |  |
| Get PROGRAM\_BASE into DE and set the stack pointer and STACK\_TOP to the very top of memory. |
| 0E56 | D1 |  | POP D |  |
| 0E57 | F9 |  | SPHL |  |
| 0E58 | 226301 |  | SHLD [STACK\_TOP](http://altairbasic.org/int_dis_3.htm#STACK_TOP) |  |
| Get PROGRAM\_BASE into HL and STACK\_TOP into DE and check that PROGRAM\_BASE is far enough from the stack pointer (32 bytes away). |
| 0E5B | EB |  | XCHG |  |
| 0E5C | CDC301 |  | CALL [CheckEnoughMem](http://altairbasic.org/int_dis_4.htm#CheckEnoughMem) |  |
| Bytes Free (in HL) is calculated here as (STACK\_TOP - PROGRAM\_BASE) - 16. |
| 0E5F | 7B |  | MOV A,E |  |
| 0E60 | 95 |  | SUB L |  |
| 0E61 | 6F |  | MOV L,A |  |
| 0E62 | 7A |  | MOV A,D |  |
| 0E63 | 9C |  | SBB H |  |
| 0E64 | 67 |  | MOV H,A |  |
| 0E65 | 01F0FF |  | LXI B,FFF0 |  |
| 0E68 | 09 |  | DAD B |  |
| Print version information - a new line, followed by the number of Bytes Free, followed by the version info string. |
| 0E69 | CD8A05 |  | CALL [NewLine](http://altairbasic.org/int_dis_14.htm#NewLine) |  |
| 0E6C | CD370B |  | CALL PrintNumber |  |
| 0E6F | 21C30E |  | LXI H,[szVersionInfo](http://altairbasic.org/init_dis_2.htm#szVersionInfo) |  |
| 0E72 | CDA305 |  | CALL [PrintString](http://altairbasic.org/int_dis_14.htm#PrintString) |  |
| Change code at start of Main to call PrintString instead of restarting. |
| 0E75 | 21A305 |  | LXI H,[PrintString](http://altairbasic.org/int_dis_14.htm#PrintString) |  |
| 0E78 | 22FD01 |  | SHLD [Main](http://altairbasic.org/int_dis_5.htm#Main)+4 |  |
| Call NEW handler to initalise BASIC interpreter variables, setup a blank program, etc. |
| 0E7B | CD9602 |  | CALL [New](http://altairbasic.org/int_dis_5.htm#New)+1 |  |
| Set the JMP address at the start of BASIC to jump to Main instead of Init. |
| 0E7E | 21F901 |  | LXI H,[Main](http://altairbasic.org/int_dis_5.htm#Main) |  |
| 0E81 | 220200 |  | SHLD [Start](http://altairbasic.org/int_dis_1.htm#Start)+2 |  |
| Jump to Main |
| 0E84 | E9 |  | PCHL |  |

### Optional Function Descriptors

blah

|  |
| --- |
| Optional function descriptors. The first one is for the SIN function. |
| 0E85 | 170D | OPT\_FN\_DESCS | DW 0D17 |  |
|  | 990E |  | DW [szWantSin](http://altairbasic.org/init_dis_2.htm#szWantSin) |  |
|  | 4900 |  | DW [KW\_INLINE\_FNS](http://altairbasic.org/int_dis_2.htm#KW_INLINE_FNS)+12 |  |
| RND function. |
| 0E8B | 950C |  | DW 0C95 |  |
|  | A20E |  | DW [szWantRnd](http://altairbasic.org/init_dis_2.htm#szWantRnd) |  |
|  | 4700 |  | DW [KW\_INLINE\_FNS](http://altairbasic.org/int_dis_2.htm#KW_INLINE_FNS)+10 |  |
| SQR function. |
| 0E91 | 5F0C |  | DW 0C5F |  |
|  | AB0E |  | DW [szWantSqr](http://altairbasic.org/init_dis_2.htm#szWantSqr) |  |
|  | 4500 |  | DW [KW\_INLINE\_FNS](http://altairbasic.org/int_dis_2.htm#KW_INLINE_FNS)+8 |  |
| Finally, the lowest address for program space if all optional functions are switched off |
| 0E97 | 210C |  | DW 0C21 |  |

### Init Strings

|  |
| --- |
| String prompts for the optional inline functions. |
| 0E99 | 57414E54205349CE00 | szWantSin | DS "WANT SIN\0" |
| 0EA2 | 57414E5420524EC400 | szWantRnd | DS "WANT RND\0" |
| 0EAB | 57414E54205351D200 | szWantSqr | DS "WANT SQR\0" |
| Other string constants |
| 0EB4 | 5445524D494E414C2057494454C800 | szTerminalWidth | DS "TERMINAL WIDTH\0" |  |
| 0EC3 | 20425954455320465245C50D0D 42415349432056455253494F4E20332E B20D5B344B2056455253494F4EDD0D00 | szVersionInfo | DS " BYTES FREE\r\r" "BASIC VERSION 3." "2\r[4K VERSION]\r\0" |  |
| 0EF0 | 4D454D4F52592053495AC500 | szMemorySize | DS "MEMORY SIZE\0" |  |

EFC to FFF are unused.